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**Crear Geometrías en Java 3D**

Hay tres formas principales de crear contenidos geométricos. Una forma es usar las clases de utilidades geométricas para **box**, **cone**, **cylinder**, y **sphere**. Otra forma es especificar coordenadas de vértices para puntos, segmentos de líneas y/o superficies poligonales. Una tercera forma es usar un cargador geométrico. Esta página demuestra la creacción de contenidos geométricos de las dos primeras formas.

**Sistema de Coordenadas del Mundo Virtual**

Como se explicó en la página anterior, un ejemplar de la clase **VirtualUniverse** sirve como raíz para el escenario gráfico de todos los programas Java 3D. El término 'Universo Virtual' comunmente se refiere al espacio virtual de tres dimensiones que rellenan los objetos Java 3D. Cada objeto **Locale** del universo virtual establece un sistema de coordenadas Cartesianas.

Un objeto **Locale** sirve como punto de referencia para los objetos visuales en un universo virtual. Con un **Locale** en un **SimpleUniverse**, hay un sistema de coordenadas en el universo visrtual.

El sistema de coordenadas del universo virtual Java 3D es de mano derecha. El eje X es positivo hacia la derecha, el eje Y es positivo hacia arriba y el eje Z es positivo hacia el espectador, con todas las unidades en metros. La Figura 2-1 muestra la orientación con respecto al espectador en un **SimpleUniverse**.
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**Definición Básica de Objeto Visual**

**Un Ejemplar de Shape3D Define un Objeto Visual**

Un nodo **Shape3D** de escenario gráfico define un objeto visual. **Shape3D** es una de las subclases de la clase **Leaf**; por lo tanto, los objetos **Shape3D** sólo pueden ser hojas en un escenario gráfico. El objeto **Shape3D** no contiene información sobre la forma o el color de un objeto visual. Esta información está almacenada en los objetos **NodeComponent** referidos por el objeto **Shape3D**. Un objeto **Shape3D** puede referirse a un componente nodo **Geometry** y a un componente nodo **Appearance**.

En los escenarios gráficos de la página anterior, el símbolo de objeto genérico (rectángulo) fue utilizado para representar el objeto **ColorCube**. El sencillo escenario gráfico de la Figura 2-2 muestra un objeto visual representado como un hoja **Shape3D** (triángulo) y dos **NodeComponents** (óvalos) en lugar del rectángulo genérico.
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Un objeto visual se puede definir usando sólo un objeto **Shape3D** y un nodo componente **Geometry**. Opcionalmente, el objeto **Shape3D** también se refiere a un nodo componente **Appearance**. Los constructores de **Shape3D** muestran que se pueden crear sin referencias a componentes nodos, con sólo una referencia a un nodo **Geometry**, o con referencias a ámbos tipos de componentes.

|  |
| --- |
| Constructores de **Shape3D**  Shape3D()  Construye e inicializa un objeto **Shape3D** sin ningún tipo de componentes.  Shape3D(Geometry geometry)  Construye e inicializa un objeto **Shape3D** con la geometría especificada y un componente de apariencia nulo.  Shape3D(Geometry geometry, Appearance appearance)  Construye e inicializa un objeto **Shape3D** con los componentes de geometría y apariencia especificados. |

Mientras que el objeto **Shape3D** no esté vivo o compilado, las referencias a los componentes pueden modicarse con los métodos del siguiente recuadro. Estos métodos pueden usarse sobre objetos **Shape3D** vivos o compilados si se configuran las capacidades del objeto primero. El otro recuadro lista las capacidades de **Shape3D**.

|  |
| --- |
| Lista Parcial de Métodos de **Shape3D**  Un objeto **Shape3D** referencia a objetos **NodeComponente**: **Geometry** y/o **Appearance**. Junto con los métodos de configuración mostrados aquí, también existen los complementarios métodos **get**  void setGeometry(Geometry geometry)  void setAppearance(Appearance appearance) |

|  |
| --- |
| Capacidades de **Shape3D**  Los objetos **Shape3D** también heredan capacidades de las clases **SceneGrpahObject**, **Node**, y **Leaf**.  ALLOW\_GEOMETRY\_READ | WRITE  ALLOW\_APPEARANCE\_READ | WRITE  ALLOW\_COLLISION\_BOUNDS\_READ | WRITE |

**NodeComponent**

Los objetos **NodeComponent** contienen las especificaciones exactas de los atributos de un objeto visual. Cada una de las muchas subclases de **NodeComponent** define ciertos atributos visuales. La Figura 2-3 muestra una parte del árbol del API Java 3D que contiene las clases **NodeComponent** y sus descendientes.
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**Definir Clases de Objetos Visuales**

El mismo objeto visual puede aparecer muchas veces en un sólo universo virtual. Tiene sentido definir una clase para crear el objeto visual en lugar de construir cada objeto visual desde el principio. Hay varias formas de diseñar una clase que define un objeto visual.

El fragmento de código 2-1 muestra el código esqueleto de la clase **VisualObject** como ejemplo de una organización posible para una clase de un objeto visual. Los métodos no tienen código. El código de **VisualObject** no aparece en los ejemplos porque no es particularmente útil.

1. public class VisualObject extends Shape3D{

2.

3. private Geometry voGeometry;

4. private Appearance voAppearance;

5.

6. // create Shape3D with geometry and appearance

7. // the geometry is created in method createGeometry

8. // the appearance is created in method createAppearance

9. public VisualObject() {

10.

11. voGeometry = createGeometry();

12. voAppearance = createAppearance();

13. this.setGeometry(voGeometry);

14. this.setAppearance(voAppearance);

15. }

16.

17. private Geometry createGeometry() {

18. // code to create default geometry of visual object

19. }

20.

21. private Appearance createAppearance () {

22. // code to create default appearance of visual object

23. }

24.

25. } // end of class VisualObject

La organización de la clase **VisualObject** en el [Fragmento de Código 2-1](http://www.labvis.unam.mx/elio/J3D/#fragmento2-1) es similar a la clase **ColorCube** que extiende un objeto **Shape3D**. Sugerimos la clase **VisualObject** como punto de arranque para definir clases con contenidos personalizados para usarlos en construcción de escenarios gráficos. Para ver un ejemplo completo de la organización de esta clase puedes leer el código fuente de la clase **ColorCube** que está en el paquete com.sun.j3d.utils.geometry, que está disponible en la distribución del API Java 3D.

Usar **Shape3D** como base para la creación de clases de objetos visuales facilita su uso en programas Java 3D. Las clases de objetos visuales pueden usarse tan facilmente como la clase **ColorCube** en los ejemplos **HelloJava3D** de la página anterior. Se puede llamar al constructor e insertar el objeto creado como hijo de algún **Group** en una línea del codigo. En la siguiente línea de ejemplo, **objRoot** es un ejemplar de **Group**. Este código crea un **VisualObject** y lo añade como hijo de **objRoot** en el escenario gráfico:

objRoot.addChild(new VisualObject());

El constructor **VisualObject** crea el **VisualObject** creando un objeto **Shape3D** que referencia al **NodeComponents** creado por los métodos createGeometry() y createAppearance(). El método createGeometry() crea un NodeComponent **Geometry** para suarlo en el objeto visual. El método createAppearance() es responsable de crear el **NodeComponent** que define la **Appearance** del objeto visual.

Otra posible organización de un objeto visual es definir una clase contenedor no derivada del API de clases Java 3D. En este diseño, la clase del objeto visual podría contener un **Group Node** o un **Shape3D** como la raíz del sub-gráfico que define. La clase debe definir método(s) para devolver una referencia a su raíz. Esta técnica tiene un poco más de trabajo, pero podría ser más fácil de entender.

Una tercera organización posible de una clase de objeto visual es una similar a las clases **Box**, **Cone**, **Cylinder**, y **Sphere** definidas en el paquete com.sun.j3d.utils.geometry. Cada clase desciende de **Primitive**, que a su vez desciende de **Group**. Los detalles de diseño de **Primitive** y sus descendientes no se explican en este turorial, pero el código fuente de todas estas clases está disponible con la distribución del [API Java 3D](http://java.sun.com/products/java-media/3D/). Del código fuente de la clase **Primitive** y de otras clases de utilidad, el lector puede aprender más sobre esta aproximación al diseño de clases.

**Clases de Utilidades Geométricas**

Esta sección cubre las clases de utilidad para crear gráficos primitivos geométricos como cajas, conos, cilindros y esferas. Los primitivos geométricos son la segunda forma más fácil para crear contenidos en un universo virtual. La más fácil es usar la clase ColorCube.

Las clases primitivas proporcionan al programador más flexibilidad que la clase **ColorCube**. Un objeto **ColorCube** define la geometría y el cólor en un componente **Geometry**. Consecuentemente, todo en el **ColorCube** es fijo, excepto su tamaño. El tamaño de un **ColorCube** sólo se especifica cuando se crea.

Un objeto primitivo proporciona más flexibilidad especificando la forma sin especificar el color. En una clase de utilidad geométrica primitiva, el programador no puede cambiar la geometría, pero puede cambiar la apariencia. Las clases primitivas le dan al programador la flexibilidad de tener varios ejemplares de la misma forma geométrica primitiva donde cada una tiene una apariencia diferente haciendo una referencia a un **NodeComponent** de apariencia diferente.

Las clases de utilidad **Box**, **Cone**, **Cylinder** y **Sphere** están definidas en el paquete com.sun.j3d.utils.geometry. En la Figura 2-3 podemos ver la porción del paquete com.sun.j3d.utils.geometry que contiene las clases primitivas.
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**Box**

La clase geométrica **Box** crea cubos de 3 dimensiones. Los valores por defecto para la longitud, anchura y altura son 2 metros, con el centro en el origen, resultando en un cubo con esquinas en ( -1, -1, -1) y ( 1, 1, 1). La longitud, la anchura y la altura pueden especificarse en el momento de la creacción del objeto. Por supuesto, se pueden usar **TransformGroup** junto con el camino del escenario gráfico a un **Bos** para cambiar la localización u orientación de los ejemplares creados con **Box**.

|  |
| --- |
| **Box**  Paquete:  com.sun.j3d.utils.geometry  **Box** desciende de **Primitive**, otra clase del paquete com.sun.j3d.utils.geometry.  Box()  Construye un cubo por defecto con 2,0 metros de altura, anchura y profundidad, centrado en el origen.  Box(float xdim, float ydim, float zdim, Appearance appearance)  Construye un cubo con las dimensiones y apariencia dadas, centrado en el origen. |

Mientras que los constructores son diferentes para cada clase, las clases **Box**, **Cone**, y **Cylinder** comparten los mismos métodos:

|  |
| --- |
| Métodos de **Box, Cone, y Cylinder**  Paquete:  com.sun.j3d.utils.geometry  Estos métodos están definidos en todas las clases primitivas: **Box**, **Cone**, y **Cylinder**. Estos Primitivos se componen de varios objetos **Shape3D** en un grupo.  Shape3D getShape(int id)  Obtiene una de las caras (Shape3D) del primitivo que contiene la geometría y apariencia. Los objetos **Box**, **Cone**, y **Cylinder** están compuestos por más de un objeto **Shape3D**, cada uno con su propio componente **Geometry**.  void setAppearance(Appearance appearance)  Selecciona la apariencia del primitivo (para todos los objetos **Shape3D**). |

**Cone**

La clase **Cone** define conos centrados en el origen y con el eje central alineado con el eje Y. Los valores por defecto para el radio y la altura son 1,0 y 2,0 metros respectivamente.

|  |
| --- |
| Lista Parcial de Constructores de **Cone**  Paquete:  com.sun.j3d.utils.geometry  **Cone** desciende de **Primitive**, otra clase del paquete com.sun.j3d.utils.geometry.  Cone()  Construye un cono con los valores de radio y altura por defecto.  Cone(float radius, float height)  Construye un cono con el radio y altura especificados. |

**Cylinder**

La clase **Cylinder** crea objetos cilíndricos con sus eje central alineado con el eje Y. Los valores por defecto para el radio y la altura son 1,0 y 2,0 metros respectivamente.

|  |
| --- |
| Lista Parcial de Constructores de **Cylinder**  Paquete:  com.sun.j3d.utils.geometry  **Cylinder** desciende de **Primitive**, otra clase del paquete com.sun.j3d.utils.geometry.  Cylinder()  Construye un cilindro con los valores de radio y altura por defecto.  Cylinder(float radius, float height)  Construye un cilindro con los valores de radio y altura especificados.  Cylinder(float radius, float height, Appearance appearance)  Construye un cilindro con los valores de radio, altura y apariencia especificados. |

**Sphere**

La clase **Sphere** crea objetos visuales esféricos con el centro en el origen. El radio por defecto es de 1,0 metros.

|  |
| --- |
| Lista Parcial de Constructores de **Sphere**  Paquete:  com.sun.j3d.utils.geometry  **Sphere** desciende de **Primitive**, otra clase del paquete com.sun.j3d.utils.geometry.  Sphere()  Construye una esfera con el radio por defecto (1,0 metros)  Sphere(float radius)  Construye una esfera con el radio especificado.  Sphere(float radius, Appearance appearance)  Construye una esfera con el radio y la apariencia especificados. |

|  |
| --- |
| Métodos de **Sphere**  Paquete:  com.sun.j3d.utils.geometry  Como una extensión de **Primitive**, un **Sphere** es un objeto **Group** que tiene un sólo objeto hijo **Shape3D**.  Shape3D getShape()  Obtiene el **Shape3D** que contiene la geometría y la apariencia.  Shape3D getShape(int id)  Este método se incluye por compatibilidad con otras clases primitivas: **Box**, **Cone**, y **Cylinder**. Sin embargo, como una **Sphere** sólo tiene un objeto **Shape3D**, sólo puede ser llamado con id = 1.  void setAppearance(Appearance appearance)  Selecciona la apariencia de la esfera. |

**Más Sobre los Geométricos Primitivos**

La geometría de una clase de utilidad primitiva no define el color. La **Geometry** que no define el color deriva su color desde su componente **Appearance**. Sin una referencia a un nodo **Appearance**, el objeto visual sería blanco, el color por defecto.

La clase **Primitive** define valores por defecto comunes para **Box**, **Cone**, **Cylinder**, y **Sphere**. Por ejemplo, define el valor por defecto para el número de polígonos usado para representar superficies.

**ColorCube**

La clase **ColorCube** se presenta aquí para constrastarla con las clases primtivas. Esta clase desciende de otra parte del árbol de clases Java 3D. Este árbol de clases podemos verlo en la Figura 2-5.
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**ColorCube** es la única clase distribuida con el API Java 3D que permite a los programadores ignorar los problemas con los colores y las luces. Por esta razón, la clase **ColorCube** es útil para ensamblar rápidamente escenario gráficos para probar prototipos.

**Ejemplo: Crear un Simple Yo-Yo desde dos Conos**

Esta sección presenta un sencillo ejemplo que usa la clase **Cone**: [ConeYoyoApp.java](http://www.labvis.unam.mx/elio/J3D/.clases/geometry/ConeYoyoApp.java). El objetivo del programa es renderizar un yo-yo. Se usan dos conos para formar el yo-yo. Se puede usar el API de comportamientos de Java 3D para hacer que el yo-yo se mueva de arriba a arriba, pero esto va más allá del ámbito de esta página. El programa gira el yo-yo para que se puedan apreciar las geometrías. El diagrama del escenario gráfico de la Figura 2-6 muestra el diseño de las clases **ConeYoyo** y **ConeYoyoApp** del programa de ejemplo.

La posición por defecto del objeto **Cone** es con su caja de limites centrada en el origen. La orientación por defecto es con la punta del objeto **Cone** en dirección a los positivos del eje Y. El yo-yo está formado por dos conos que se rotan sobre el eje Z y se trasladan a lo largo del eje X para poner juntas las puntas de los dos conos en el origen. Se pordrían utilizar otras combinaciones de rotaciones o traslaciones para conseguir que se juntaran las puntas de los conos.

![Figura 2-6. Escenario Gráfico de la Aplicación ConeYoyo](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfMAAAHXCAAAAACNWey3AAAZOklEQVR42u2dC7mjMBBGRwIWkICFSMACErARCbGAhFiIhFiIhGwCtEt7gfLKe/h2296Wpsx/8iaZAY1HaQegBMgcD2SOBzJP08ozBzLPg/iXrSuv4PtsZJ40cn0CuXmVO/RyarLDyLNXBbCUr7yVd0mHQor5KeSZy1II85PI89Yl+z4qXEOOzBO370IpR+Zp23elYkfmSdt3qS3PuXIHRL4xXEPmyZp3tceOzNPutl8ZpCHz9JmfHZcj8+TtO40cmadu3+nZNxyrpW7f+QlXZJ64fRfm2JF5diP0kpGXwPzKnTRknttw7Wcpx3UymUDHUl4O8+++e+nIy1jfDoAL3Etjvt6qF7uJp+i9S8gcjUez0Xg0G41Hs9F4NBuNR7PReDQbjUez0Xg0G41Hs93aXY77GGSOzJE5Mi8POrbnyByZI3Nknh10HKshc2SeP3RkXhxzjcyROTLPHjoyL465RubIHJlnbzrW7QVajmO1Ag3HudcC7cZ7qQWaDci8PKsBmZdnNCDz8mwGZF6eyYDMy7MYkHl5BgNKkK+9cO59ZJ6xvcgc63Zkjn04ZI5jNWSets04J1Oc0diPLcFmKHWYVnJ7Dps5AJlnazFs5ABknrHBsJoDkHnW9sJKDkDmmZsLUEgMvbKZ7wzScL69QGMBZSjPVkAdyjMVUIjyLAVUojxDAaUoz05ALcozE1CM8qwEVKM8IwHlKM9GjJdaoIkYF7lACzH+eYEGAkpSnn2AmpRnHqAo5Vn3sDAxLa7FSsyHMnF5lsU6zIM0kXmcBETuWhuIbTk1IHK34kB8q6kBkf9M5EZjDDEupgZEvscU9jpgcGK1FTKPy6y9CEywE6oHflCHSJfPAyKf8Wyw3c4QsF/WIdrV84DIl4j+8N0Otwj7NTzEKzMg8u+CuWQMv5mvUoeY3RoAIl9vgEfOsB0ye881NMTtvQQQ+XYjDNvMdyivFfvd3iMg87AG/amV16HDqZH4Vk4KgwAQ+UrhWyuOP39mmmOFnfK8WmGARuZPFtIn01nygqO55ZfKQe63ARbyEzBeBRUeugBIXaag5fv5e1fbM65P9bpC3VTPhrkDl19umYRbRgG5IHcioTsuIRfOZMQcHCXt9JpDjNBzYg4OcHi2wMuPQkbI74gVrNDp/VEhMnfAPBbQvoDnwfxmAf3xPUqo1qqnulXfH9l314/tT8Yk23C8M2PuqGw1zGJSWq3A2yRL95hzEo53Hswfqps3k2CWkEE4SPOaacWF5FwLMZIdTGYQnErFxhfc5o+BKfPJ+NICNn8pJpgWlGs5SCoNc0lVIN4ZMXc5LquEZlLLhpvSTjvdUvvPYLeV9NA1qmvp0JhPVNcNhJk2wNTddHxpjk7ymgkYuqFXtaQ1o5XkzdB37keD+TJ/toysJWb42JqacElo32pBbINMXzW4AWkemWn37Z+25GslppezvtM/IUyusbV6R83jXL2H6TxCwoV75+blk9hlxYeROe/Hv21xlezFnHD7ODA2M6f9/MnEvB9EP6qs6EBG5nTBPAx2SJO423rxK9m20SNzVSlToE0pl7RRL+aNfRSNpTiCFrU96c2ccTmp3A56Yt6JD+bYnp8i7tKAJQVu6cma6r4ipsTL1v6zhym5vVBtK2XV97UwL9pWdTUZ32vHwV1NiIEMg+4b2tChYqzXdKwpzg0Zy2buaaHJsuy9O9lSzX++3uGvD6QWnyfN3+Ti1SSYXrsyPXYRdDomTeY+oiA+Jz5tuRnJ7Y/MvXOH9JE/vlbiyfQEHRbFnlHhfSiSJ/PnjAh2J231QObvy+XmEK9SNBYciLCA31YemS8udywDxNaYHZAGukes+AXcAQFcG3X8aoFPIydNK1PIObC7VnzUo/5qWmR+jrmd6lSVnR7TXX/PimNo4ak8FYH2qTLvOlPC/VlxLLLH9o6Gdeq41vkw847SzlTrlPgz4y7zjR4D7mk4yrwhpK5n5sQc7s2AI5U1bO5+2ewoIvMzdXtLJuamyLt3vwZ/gW+VWfj97eDyp8rcNOYcxhkuDv6K+dIDxcY5v/0NfA4TkPlh5qzSuqZ+mMNahb5dSx+pv99pIfNjczKUc1Z1Wg9AlYFfObZi3aUU7NXfRxSek8R1MoeYm6PqbL0+VOalfRViM+GuQ5ljCm/0DJD57uUKrmLoCW17GvkZjBn9TFy63uAjnr2LgjQ0TA166Oks2GkSQCNzB1ccetoadjsfyPz5Sw7vrgH2en/I/KmONIQnrndm3iKXN+09DRBeu+QrSrzy05MFqFxZVw6JbgNC5ndaGFQOmaNyeOWoHF45KofMUTlkjsohc1Tuf385Nk9+CTNXPaV/XZvJlnDzUSe3Epld4FGOzNNj3ggL8M9JAgzuXm2nMuWTjxOYF+gI8C7z0f2d9ZfBmBr916nRDd64O0zYZ+szgXPzX+i3+wQ2usCbnOPNpw9MiYor98yR323m7Vyt99I6QRs9141u8EwFMNCJJZG8MnlAjC//nzs5x6Oz1zxFWwEumWtk/hRzMjFX1qPVMHq0mtzgzbW7bkw57rVp3On88nXuyzneePrkFc/xknNE/hDz2SPlwnMd75fnwfiZeZfPL1/nvpzjjadPXvFcby1B5s8wl5Ua23Pz1E+e62Y3ePN57aBtHU/a90s9nftyjjeePnnFA61cQ0d615kDHiUdf9Z6TN55Fp7rlh7utBpH4KMjavV2hyfmzr6mbD5dKg8l3Imz1yJK+fn1PXQjBsGH8ztvMwpI3QdzsTHbIkMg1zjv7oN5RH1OhF4C86j8LyFzX8yF9QP5ak7ogMwzZ26vlNjxRm0HCwwaAo1C6Pkzt/HOWjJ7gJR1h8xzZj5e6HhTwDqRIeMcL2uQeRnMWT37EsJeXBHMCaV9xZauP5F57sxrQpoX854QIpB5EXU7rdTInFFqq3hkXgBz25jDoOdXyLwE5hKE7lpkXsr4vON8aGq7wqOTmjcgEHn2zO08XGvn4URjA7NgFy5/5stDjtFIkXnOzPG+GjKf3sM1sFkz31wzgeCzbc9hPwwCks+L+Ysm7PjHX5JH9Gkz/0T4P7DFLlgkny7z1cBkh3ki+dSYP8ULySfC/HFKSD5q5g7hFE4+TuZekBRLPkLmfkEUSD4y5qH0L4p8RMzDq14I+ViYR6R19pN4MTCPU+F8yYdmHruuOZL3yvxbvGTUzIu8T+bft0mSi9SaCXmPzBeCpSxd+uT9MX9JlUlZSZi8N+ZZOmLesyheU50yX1DO2Q/zumXxWuuO+UfrXYC79W8Dv82NRwJXzL/XrBXjYx+W/ZZlvt8csebCHIpozg/0XtZWbYae6nbDfNNvX0F3LRfQI/Nc6Y15cfuLPr0oxySGE+Zw4t38u3TR7bBzwdympvh02JeMMlUm85ccYhLDbqGdPVeGVMMVc/7O56KqSVWJ8pgv1CCTGDQOz5WumGs9u/JSVWe9Nta61B3Ds9WTE5woPFc6Z04b+ygricz10nNlyDULrpkTWmzPfYV5FJ4rnTMv3T/ny+i3k9pCmDNCCEPmOhLPlV6Yc0prisxnSYJ7rnTfnvdvk7E9j8NzpXPmrFbI/M08Cs+VzpnrphFatkBLdej1wfy/58rMmM/JzcxVa6OnDBqZ2yMGz5U+7rGoMRxnsfu9vwwP77kS76X6Zh5eDV/rZEp2zwllMP+TYtE+XCIrAc7WvX6t+dQaoccih8P17YuV7br043OnXvAc6HIfC/L+kCLz9e3YjserBjJH5sgcmSNzZI7MkTkyR+bIHJkjc2SOzLNmDoXtOUfmyDxaNVzW7YgcmSP0ONTw4CsMcSPzsqFnP1ZD5IUxx257pCXA8Xq42Tse8ob8++0f3lSQOsB3OciPOS5vXzX+Hc05Q+a4jSXqEoDMAyDPcE8DfLgE1AOlsmDo0W1Xc8X8v0tA1VSkBlY0czkVALs7NwanmA6Yf7ocINbpIYWi3cPRqQCQSJxiumbOYXQtUq7PgdlqSuxjHE4xXTOfbC24F/fBPA6nmK6ZoxvIJfM41PDBXBBiPYYh80icYvpgLiklBJnrWJxiOm/Pm7fJyDwSp5iumUvrCg2Zv9rzKJxiOh+f99WgFYUWmetYnGK68wP58lttJyQqWrpLwHnM+naKmWmchvcxTbuXPd8+M4/CKSbeV/NU0F/H5BQTmRcFPbwauE4mBPMs/cN9B4XFpVERyeHDD2Tx617jCouM69u9Uw+vh2OfA8g7whKAzAP34JE5MkfmyByZI3NkjsyROTJH5sgcmSNzZI7Mn00Z516ReYqH6qk5Nj/m9XhSm5YaO8wHay/fUcM+bZ+QxT2WRlhLf5VctXyLJcx8sLmXbSOdsv+OuRkgZ+MqNrsRgSmtmLIb6TmdbOb2D1Am0ytm921I+yB014ld6FHX7TWf7LWGaMG5MUzNpVrRwTIfjPViFMRmEaZExdWKmQkzb+dqvZeCaAEDqzWVYqzQjb1EamBDNQjQfFC1NHpUImXmYn5P9robVNcNxGRz3Y5FuVOs17QdukZ1VFNFO90q2gpYY55yp2veU6hMce8GqxKYtyixbjMak9d7+xbrzGNHjRzmLaE2W/941Nhk/lqe3puS3tiKnFLW0c5aNJiHejSulpRKQvvWvKXE38C4qTPvu0kLMjZlI/Pmf0tu3n49ktF3hHo3eZvQo2auQE5ZnduPR+a2Rn+15IS/Hrnt4tB+dSyS+kBNVmps38xTL2bmXI9B69vB5n1bzu2j6dCqwbQE0giidphHPlYbi7QShqYZi4zMBzJ104TJ62QkbysAZQRhojYPJhmVVTG3nbiBM2Hq76E3NR83/waYKnxBeKdMTT+Mu6xl1bRaVMScVfPIi/mbOeR83JhbyFGNN/O1mm3qki06Zq8uqZDzGEZTO06xJ8ivIr71RxLTX6e+QWX/MwstkoUIvEBuM/998HGQ+lszyJk5YydTg6SZy2PIg+/Vcf+NU4lBysyPKwbFMo9PDV/Mw+63DsgcdHRqOGC+SEpQKpD5a8ZjdvuZN/MOSANdcDNDMv+f0tvtZ3A1nmf+PyVqLeTAkLn+cPuZMXNVjXO1XY/M9Yfbz4yZ81h24EbBnNBo1HDIfOHeF5kv3X7mzpwQQpC5/nD7mTtzSjtA5vrD7WfW7blaNuult+f9R7Oe61htytPIfDwWbj9zZj4AVZpVFTK3x3+3n/kxX0KvAKBTyHycrni5/QwrhvP5di14FDPM4Zgvk5rdfubIHO+lRq6GC+axebtE5j6YQ0xG4joZH8y/rYKs18OdLQKQ9nq4Q3ZGEOM9LPPY1HDFPKatyOGZx6WGO+bx+HOOgXlMajhkDrFYGgXziNRwxvy9dwPrdv21kyVT5kvSUDzz6Ly3u2AeV2SO4GO1eAbnzphHNiUTeh4O4urMOb/HEoWdQe+rRRlp62HmW3TLvK8G8Y3bHme+Y0w4O4Mx31MjG+bgfaYjZuZwMT+kxPynGYHsDMP8txrpMz8EFEphfkQNgMSZw4M5I33m4CtvBWR+AiXkz/y4GgDJMgdH+SNJ5ufsgzSZn4YIOTMH1+pFwPzKNfu10yfzS2qkxhy8fi125uAto4Rjfv1qPdrpjTn4LjkBmN/jBpkxB699okDM716mLzv9MAfvV+mf+RPEIBvm4GkiMyjzh25DQBbMAQJdqE/mAOGAxMfc+eKDCJgDBCUSGfPk1LjC3OEa2QSZp6fGeeYOLgrSZZ6iGqeZO7kit5nbHXNIUo1jzMH55UBCzMH5RUN45q/tlC4zIKwrCfEx97Er653288GMNpl//dT0p59mFz73PUEEzNfUgHTVWGf+8fcrKpfzYcSsZXTMV9XQ/tUA7Za5hi8rfc0RffwWPFK73Ge+7NCkr8Yqc9CBrPz+sSiYLy8CAqrxUPu6w3zRoPjM2h8/Bs904x5g/kcNnbAaa8w/fsIr869fi4J5LGo85bVgj7kG/RUs1qeRHxVqBMz/qKHTVWOF+UdjGqgyG38wCuaLi4CQajw2EbTFfKA2ECroEP6tlsLOYehuKn2X+RQZMIyzry019A01/jKHORYe813I/1iqVVORuhJ3W5g7zM0rBg2BLlI14CHmAwgbEG9R0EOYan6wt7ENSKv/zIn4ZK6sm31uJMlGjT/MYQ6eo4CvTD/5tHIOZDHAX59E5y7lBnN4xRZpaFA17G+tq3G6nl9nzqp1R/te7bS/1JEtbKcu5R5z+Y6MBncyXkRqfDOfMnXVD+p24vetlFVN+Tq2M1dynfn43EPH5JYaHlfuPqbGKnNNG6jYVur+rNSqr6EW69yOK36TuR5agD4BNS4yf39PdrYjt+H3y+daVdFUevtCwCnz/+F+6RgvKZQai4Dau2rcYN6zudcSzszpB4iYO5Nb4MCRQ5OlGmws4j3JR41P5tNj3+wz92DmlH7Tj1aKbXCHruQq87lmH8NB9m04NebkH1NjjbmwMdEoSH0z9dtW2hpVdfUuuQMXco+5qhup+dS9CQP9uBpwSI0P5q8vsArmPtyO1D5WLfY2DJ3YJ/f7Qi4yf31N1DD34cL4dXynfUANOKLGKnOtOf+lmEvoi+CD/8PQXb+Qm8yXkQFDQH9cjSVzOKWYF+aPXMg15rGocdJ/7iPM/ZsJZ9mBP+b+C/pZNQAcMndmJ2wdFy/kEvPzGQ/8inFdjQXz06lDNKGE9i/kGvOHpfapxrk5mUdTj8XMFPzJ+FTjnt+oeMxE5sUx371+X77C4hEDHDJPI297Yw7IHJkjc5cmxsA8lRJwyycgQCTM9wdSZTH/Nap8gHkM4H9a6YE5xKIGMvdXzqOJcP5rJu3unEwscdx/WFkUc+2DuUbmEarhbk4mpm5c+LFaGmo8wFxHYqWOgnkCatwen0cyJo2BeRo3Gp9gnsIsRHnMXc3JxNBvP3KH228fDuIW4zLzr/QC7ss+UtxcM19VIyIx4D7z7bkPn5bu/9iXY0F3zLcnfD2roY+rcZY5nEg9mI1fpwTz6+wtyNA5Nc4xjyTCM5y7WlfMT0kdXo1rzCOJ8HzW24Ab5gBPEvGgxtu14AnmsUR4Pu1WxAnzWIJ/X1DjOPNYIjzD6bNdMIc4xLikxmHmocJPbSasuFTHznfAHOIQY+EjgivljPlxqd1aSQct2rUTpAfmi82cIgY1VC80o0fVOMr8p9Qrqbu0ktvNwcLkQPvaGK2EksK8I1XDtZRc6NdeUnDI3OismgNqgPsCsFRDmgdhrsCU/cb8X6hxhfks9ZjEh9S6o0pKMf2WBzM7bjdMG2s6RVUrOjoQ3spBtZJo2vaUaqqdM1fW4Yip9qzNtrxLKa3sRpFRDVPfSuFUjVeyta1/uZjVkA2nPSeamesjqqP0vxpXmM9Sm9S+pabcSM1bTZUX5q3J2aqhnFPKrXtarg1r3nNmbOWm9LVqcM/cVqdG6NF81Q+040ZtxiVllIuaivq9j98xc+vQb+jfaowSEGGQ2BLAF2pcYT5JbVP7ltr+oPlcMT/V2dBp6xnR1CuUac7mCzGtjhgNNgVNu2dOba3XKGM+tdnMCq2tMsN0PeaCHKvx9sdhfmdEMqnxYq7VxPy/GleYT1Lb1L6lnpizTvpqwoy0VJF2MAWMGaN4I1rGml71lLVKS+qhDydtW060Nb+zdeDEvFNWDctcEu6HuaHB6fBSwxbKTtSyb6juqeUt7zCfpNYmtW+ph95KrTtf3ZYfx6B89NuN0EOvx5w2DJIZoa3aTSeGXtYm9/eOG7prajw8Pl+0okHNbAZPY7X9w3VDdzDhZnA4J7NsRbOehzuU5FjxxTQrmezcaxzz7SmqAaeZn0pduzzg5O3twPdYolHj/zjm+L3Uw56D/UTZPKy1o3upOho1Tl3G6TUT4bP1USXB+ToZgCiI60OOAJfRRk6ujfqZuken/ntruAFuZUJ4LOPpCNU4vwZy112W/7BcB950uAYSIlcD1tS4tNZ5LaVQK7sP+G87Gi7p4hbylfOjUWM1P1/f0wAA0eyzP9Zh3RNiPU7lVa3jVuPm3qUkDvgD51exzFuN0pj/RbyaCZB5ZsyXnDd6AMg8O+Zv6lubvMpgnvNxepyVtxpw8c5TDhk+9h62y5JeJvNbQcSReaKFfHpG5gUV8s8XyLwU5EVCL5X5Kn9kXsqIHZkXVspLhI7My6vdC2S+trIAmZfSZy8UeonMNTIvjfnRjIDMcy7myByZI/Osum9rd9STWLqIzG8y18gcmSPz3KEffBuZI3NknjD09bex354xc43Mixqfw3JV1MfWBhyfl9N3L6zTXmbdfu4DZJ468TsfI/PsiJdDvRjmsYTMQeYe7Xz+TGSeCfIixCiBeSwhc5C5Z+QKoRfHvJPIvDDmkthIGjYojrTRwoQcwxRJpaanKZLQHJ8IkHkWxZyq2jwQ2vCaNmPYoNaGKGLMPImGt5KpTrAxlBIyz6Vq54TZ2DSdjUJFbdggMRAbNWV6ekWVoRKZ58KcKRsyxzC38ac4GwFrC1tOT5Q3NnaOVsg8F+iilVrWlBPOdD1QGzdHkIGYSl2aJ1mLlg1NZ4MLYd2e2fDcxgPTBPvtuqA5mTH4WSOROc7DFYUc59vLQ17OfbV4QuYg88iKehlKFLROBrCQF8b8F3bA9XD5Ysd9LAX6BDzo4D1z5niUdJTpr7/wA5kjczzyP/4BME3d9gnAquMAAAAASUVORK5CYII=)

En la rama gráfica que empieza con el objeto **BranchGroup** creada por el objeto **ConeYoyo**, el camino de escenario gráfico a cada objeto **Cone** empieza con el objeto **TransformGroup** que especifica la traslación, seguido por el **TransformGroup** que especifica la rotación, y termina en el objeto **Cone**.

Varios escenarios gráficos podrían presentar el mismo mundo virtual. Tomando el escenario gráfico de la Figura 2-6 como ejemplo, se pueden hacer algunos cambios obvios. Un cambio elimina el objeto **BranchGroup** cuyo hijo es el objeto **ConeYoyo** e inserta el objeto **ConeYoyo** directamente en el objeto **Locale**. Otro cambio combina los dos objetos **TransformGroup** dentro del objeto **ConeYoyo**. Las transformaciones se han mostrado sólo como ejemplos.

Los nodos **Shape3D** de los objetos **Cone** referencian a los componentes **Geometry**. Estos son internos al objeto **Cone**. Los objetos **Shape3D** del **Cone** son hijos de un **Group** en el **Cone**. Como los objetos **Cone** descienden de **Group**, el mismo **Cone** (u otro objeto Primitivo) no puede usarse más de una vez en un escenario gráfico. Abajo podemos ver un ejemplo de mensaje de error producido cuando intentamos usar el mismo objeto **Cone** dos veces en un único escenario gráfico. Este error no existe en el programa de ejemplo distribuido en este tutorial.

Exception in thread "main" javax.media.j3d.MultipleParentException:

Group.addChild: child already has a parent

at javax.media.j3d.GroupRetained.addChild(GroupRetained.java:246)

at javax.media.j3d.Group.addChild(Group.java:241)

at ConeYoyoApp$ConeYoyo.<init>(ConeYoyoApp.java:89)

at ConeYoyoApp.createSceneGraph(ConeYoyoApp.java:119)

at ConeYoyoApp.<init>(ConeYoyoApp.java:159)

at ConeYoyoApp.main(ConeYoyoApp.java:172)

![Figura 2-8. Una Imagen Renderizada de ConeYoyoApp.java](data:image/png;base64,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)

La Figura 2-8 muestra una de las posibles imagenes renderizadas por **ConeYoyoApp.java** como el objeto **ConeYoyo**. En el [Fragmento de Código 2-2](http://www.labvis.unam.mx/elio/J3D/#fragmento2-2) podemos ver el código del programa.

Las líneas de 14 a 21 crean los objetos de una mitad del escenario gráfico del yo-yo. La líneas 23 a 25 crean la relaciones entre estos objetos. El proceso se repite para la otra mitad del yo-yo en las líneas 27 a 38.

La línea 12 crea **yoyoAppear**, un componente nodo **Appearance** con valores por defecto, para usarlo en los objeto **Cone**. La líneas 21 a 34 seleccionan los parámetros de los dos conos.

**Fragmento de Código 2-2. La clase ConeYoyo del programa ConeYoyoApp.java**

1. public class ConeYoyo{

2.

3. private BranchGroup yoyoBG;

4.

5. // create Shape3D with geometry and appearance

6. //

7. public ConeYoyo() {

8.

9. yoyoBG = new BranchGroup();

10. Transform3D rotate = new Transform3D();

11. Transform3D translate = new Transform3D();

12. Appearance yoyoAppear = new Appearance();

13.

14. rotate.rotZ(Math.PI/2.0d);

15. TransformGroup yoyoTGR1 = new TransformGroup(rotate);

16.

17. translate.set(new Vector3f(0.1f, 0.0f, 0.0f));

18. TransformGroup yoyoTGT1 = new TransformGroup(translate);

19.

20. Cone cone1 = new Cone(0.6f, 0.2f);

21. cone1.setAppearance(yoyoAppear);

22.

23. yoyoBG.addChild(yoyoTGT1);

24. yoyoTGT1.addChild(yoyoTGR1);

25. yoyoTGR1.addChild(cone1);

26.

27. translate.set(new Vector3f(-0.1f, 0.0f, 0.0f));

28. TransformGroup yoyoTGT2 = new TransformGroup(translate);

29.

30. rotate.rotZ(-Math.PI/2.0d);

31. TransformGroup yoyoTGR2 = new TransformGroup(rotate);

32.

33. Cone cone2 = new Cone(0.6f, 0.2f);

34. cone2.setAppearance(yoyoAppear);

35.

36. yoyoBG.addChild(yoyoTGT2);

37. yoyoTGT2.addChild(yoyoTGR2);

38. yoyoTGR2.addChild(cone2);

39.

40. yoyoBG.compile();

41.

42. } // end of ConeYoyo constructor

43.

44. public BranchGroup getBG(){

45. return yoyoBG;

46. }

47.

48. } // end of class ConeYoyo

**Geometrías Primitivas**

El árbol de clases de la [Figura 2-4](http://www.labvis.unam.mx/elio/J3D/#figura2-4) muestra **Primitive** como la superclase de **Box**, **Cone**, **Cylinder**, y **Sphere**. Define un número de campos y métodos comunes a estas clases, así como los valores por defecto para los campos.

La clase **Primitive** proporciona una forma de compartir nodos componentes **Geometry** entre ejemplares de un primitivo del mismo tamaño. Por defecto, todos los primitivos del mismo tamaño comparte un nodo componente de geometría. Un ejemplo de un campo definido en la clase **Primitive** es el entero GEOMETRY\_NOT\_SHARED. Este campo especifica la geometría que se está creando y que no será compartido con otros. Seleccionamos esta bandera para evitar que la geometría sea compartida entre primtivos de los mismos parámetros (es decir, esferas con rádio 1).

myCone.setPrimitiveFlags(Primitive.GEOMETRY\_NOT\_SHARED);

|  |
| --- |
| Lista Parcial de Métodos **Primitive**  Paquete:  com.sun.j3d.utils.geometry  **Primitive** desciende de **Group** y es la superclase de **Box**, **Cone**, **Cylinder**, y **Sphere**.  public void setNumVertices(int num)  Selecciona el número total de vértices en este primitivo.  void setPrimitiveFlags(int fl)  Las banderas de **Primitive** son:   * GEOMETRY\_NOT\_SHARED  Se generan normalmente junto las posiciones. * GENERATE\_NORMALS\_INWARD  Normalmente se lanzan junto con las superficies. * GENERATE\_TEXTURE\_COORDS  Se generan las coordenadas de textura. * GEOMETRY\_NOT\_SHARED  La geometría creada no se compartirá con ningún otro nodo.   void setAppearance(int partid, Appearance appearance)  Selecciona la apariencia de una subparte dando un **partid**. Los objetos **Box**, **Cone**, y **Cylinder** están compuestos por más de un objeto **Shape3D**, cada uno potencialmente tiene su propio nodo **Appearance**. El valor usado para **partid** especifica el componente **Appearance** seleccionado.  void setAppearance()  Selecciona la apariencia principal del primitivo (todas las subpartes) a una apariencia blanca por defecto. |

Otros constructores adicionales de **Box**, **Cone**, **Cylinder**, y **Sphere** permiten la especificación de banderas **Primitive** en el momento de la creacción. Puedes consultar la especificación del API Java 3D para más información.

**Clases Matemáticas**

Para crear objetos visuales, se necesitan la clase **Geometry** y sus subclases. Muchas de éstas subclases describen primitivos basados en vértices, como puntos, líneas y polígonos rellenos. Las subclases se verán en una próxima sección, pero antes veremos varias clases matemáticas (Point\*, Color\*, Vector\*, TexCoord\*) usadas para especificar datos relacionados con los vértices

Nota: el asterisco usado arriba es un comodín para representar variaciones en el nombre de la clases. Por ejemplo, **Tuple\*** se refiere a todas las clases: **Tuple2f**, **Tuple2d**, **Tuple3b**, **Tuple3f**, **Tuple3d**, **Tuple4b**, **Tuple4f**, y **Tuple4d**. En cada caso el número indica el número de elementos del **Tuple**, y la letra indica el tipo de los datos. **\_f\_** indica un tipo de coma flotante de simple precisión, **\_d\_** indica un tipo de coma flotante de doble precisión, y **\_b\_** es para bytes. Por eso **Tuple3f** es una clase que manipula valores en coma flotante de simple precisión.

Todas estas clases matemáticas están en el paquete javax.vecmath.\*. Este paquete define varias clases **Tuple\*** como superclases genéricas abstractas. Otras clases más útiles descienden de las clases **Tuple**. En la Figura 2-9, podemos ver algunas de las clases del árbol.

![Figura 2-9. Árbol de clases del paquete de clases matemáticas.](data:image/png;base64,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)

Cada vértice de un objeto visual podría especificar hasta cuatro objetos **javax.vecmath**, representadno coordenadas, colores. superficies normales, y coordenadas de textura. Normalmente se usan las siguientes clases:

* Point\* (para coordenadas)
* Color\* (para colores)
* Vector\* (para superficies normales)
* TexCoord\* (para coordenadas de textura)

Observa que las coordenadas (objetos Point\*) son necesarios para posicionar cada vértice. Los otros datos son opcionales, dependiendo de cómo se renderice el primitivo. Por ejemplo, se podría definir un color (un objeto Color\*) para cada vértice y los colores del primitive se interpolan entre los colores de los vértices. Si se permite la iluminación, serán necesarias las superficies normales (y por lo tanto los objetos Vector\*). Si se permite el mapeo de texturas, podrían necesitarse las coordenadas de texturas.

(Los objetos Quat\* representan 'quaternions', que sólo se usan para transformaciones de matrices 3D avanzadas.)

Como todas las clases útiles descienden de las clases abstractas **Tuple\***, es importante familiarizarse con sus constructores y métodos:

|  |
| --- |
| Constructores de **Tuple2f**  Paquete:  javax.vecmath  Las clases **Tuple\*** casi nunca se utilizan directamente en programas Java pero proporcionan la base para las clases **Point\***, **Color\***, **Vector\***, y **TexCoord\***. En particular **Tuple2f** proporciona la base para **Point2f**, **Color2f**, y **TexCoord2f**. Los constructores listados aquí están disponibles para estas subclases. **Tuple3f** y **Tuple4f** tienen un conjunto similar de constructores:  Tuple2f()  Construye e inicializa un objeto **Tuple** con las coordenadas (0,0).  Tuple2f(float x, float y)  Construye e inicializa un objeto **Tuple** con las coordenadas x e y especificadas.  Tuple2f(float[] t)  Construye e inicializa un objeto **Tuple** desde el array especificado.  Tuple2f(Tuple2f t)  Construye e inicializa un objeto **Tuple** desde los datos de otro objeto **Tuple**.  Tuple2f(Tuple2d t)  Construye e inicializa un objeto **Tuple** desde los datos de otro objeto **Tuple**. |

|  |
| --- |
| Lista Parcial de Métodos de **Tuple2f**  Paquete:  javax.vecmath  Las clases **Tuple\*** casi nunca se utilizan directamente en programas Java pero proporcionan la base para las clases **Point\***, **Color\***, **Vector\***, y **TexCoord\***. En particular **Tuple2f** proporciona la base para **Point2f**, **Color2f**, y **TexCoord2f**. Los métodos listados aquí están disponibles para estas subclases. **Tuple3f** y **Tuple4f** tienen un conjunto similar de métodos:  void set(float x, float y)  void set(float[] t)  Seleccionan el valor de este tuple desde los valores especificados.  boolean equals(Tuple2f t1)  Devuelven **true** si los datos del **Tuple t1** son iguales a los datos correspondientes de este tuple.  final void add(Tuple2f t1)  Selecciona el valor de este tuple al vector suma de si mismo y **Tuple t1**.  void add(Tuple2f t1, Tuple2f t2)  Selecciona el valor de este tuple al vector suma de los tuples t1 y t2.  void sub(Tuple2f t1, Tuple2f t2)  Selecciona el valor de este tuple al vector resta de los tuples t1 y t2 (this = t1 - t2).  void sub(Tuple2f t1)  Selecciona el valor de este tuple al vector resta de su mismo menos t1.  void negate()  Niega el valor de este vector.  void negate(Tuple2f t1)  Selecciona el valor de este tuple a la negación del tuple t1.  void absolute()  Selecciona todos los componentes de este tuple a sus valores absolutos.  void absolute(Tuple2f t)  Selecciona todos los componentes del tuple parámetros a sus valores absolutos, y sitúa los valores modificados en este tuple. |

Hay sutíles, pero predecibles diferencias entre los constructores y métodos de **Tuple\***, debido al número y tipo de los datos. Por ejemplo, **Tuple3d** difiere de **Tuple2f**, porque tiene un método constructor:

Tuple3d(double x, double y, double z);

que espera tres y no dos, parametros de pundo flotante de doble precision, no simple precisión.

Todas las clases **Tuple\*** tienen miembros públicos. Para **Tuple2\***, hay x e y. Para **Tuple3\*** los miembros son x, y, y z. Para **Tuple4\*** los miembros son x, y, z, y w.

**Clases Point**

Los objetos **Point\*** normalmente representan coordenadas de un vértice, aunque también pueden representar la posición de una imagen, fuente de un punto de luz, localización espacial de un sonido, u otro dato posicional. Los constructores de las clases **Point\*** son muy similares a los de **Tuple\***, excepto en que devuelven objetos **Point\***.

|  |
| --- |
| Lista Parcial de Métodos de **Point3f**  Paquete:  javax.vecmath  Las clases **Point\*** descienden de las clases **Tuple\***. Cada ejemplar de las clases **Point\*** representa un solo punto en un espacio de dos, tres o cuatro dimensiones. Además de los métodos de **Tuple\***, las clases **Point\*** tienen métodos adicionales, algunos de los cuales podemos ver aquí:  float distance(Point3f p1)  Devuelve la distancia Euclideana entre este punto y el punto p1.  float distanceSquared(Point3f p1)  Devuelve el cuadrado de la distanciá Euclideana entre este punto y el punto p1.  float distanceL1(Point3f p1)  Devuelve la distancia L (Manhattan) entre este punto y el punto p1. La distancia L es igual a=  abs(x1 - x2) + abs(y1 - y2) + abs(z1 - z2) |

**Clases Color**

Los objetos **Color\*** representan un color, que puede ser para un vértice, propiedad de un material, niebla, u otro objeto visual. Los colores se especifican con **Color3\*** o **Color4\***, y sólo para datos de byte o coma flotante de simple precisión. Los objetos **Color3\*** especifican un color como una combinación de valores rojo, verde y azul (RGB). Los objetos **Color4\*** especifican un valor de transpariencia, además del RGB. (por defecto, los objetos **Color3\*** son opacos). Para los tipos de datos de tamaño byte, los valores de colores van desde 0 hasta 255 inclusives. Para tipos de datos de coma flotante de simple precisión, los valores van entre 0,0 y 1,0 inclusives.

De nuevo, los constructores para las clases **Color\*** son similares a los de **Tuple\***, excepto en que devuelven objetos **Color\***. Las clases **Color\*** no tienen métodos adicionales, por eso sólo tratan con los métodos que heredan de sus superclases **Tuple\***.

Algunas veces es conveniente crear constantes para los colores que se usan repetidamente en la creacción de objetos visuales. Por ejemplo,

Color3f rojo = new Color3f(1.0f, 0.0f, 0.0f);

ejemplariza el objeto **Color3f** rojo que podría usarse varias veces. Podría ser útil crear una clase que contenga varias cosntantes de colores. Abajo podemos ver un ejemplo de una de estas clases que aparece en el [Fragmento de Código 2-1](http://www.labvis.unam.mx/elio/J3D/#fragmento2-1).

1. import javax.vecmath.\*;

2.

3. class ColorConstants{

4. public static final Color3f rojo = new Color3f(1.0f,0.0f,0.0f);

5. public static final Color3f verde = new Color3f(0.0f,1.0f,0.0f);

6. public static final Color3f azul = new Color3f(0.0f,0.0f,1.0f);

7. public static final Color3f amarillo = new Color3f(1.0f,1.0f,0.0f);

8. public static final Color3f cyan = new Color3f(0.0f,1.0f,1.0f);

9. public static final Color3f magenta = new Color3f(1.0f,0.0f,1.0f);

10. public static final Color3f blanco = new Color3f(1.0f,1.0f,1.0f);

11. public static final Color3f negro = new Color3f(0.0f,0.0f,0.0f);

12. }

**Clases Vector**

Los objetos **Vector\*** frecuentemente representan superficies normales en vértices aunque también pueden representar la dirección de una fuente de luz o de sonido. De nuevo, los constructores de las clases **Vector\*** son similares a los de **Tuple\***. Sin embargo, los objetos **Vector\*** añaden muchos métodos que no se encuentran en las clases **Tuple\***.

|  |
| --- |
| Lista Parcial de Métodos de **Vector3f**  Paquete:  javax.vecmath  Las clases **Vector\*** descienden de las clases **Tuple\***. Cada ejemplar de las clases **Vector\*** representa un solo vector en un espacio de dos, tres o cuatro dimensiones. Además de los métodos de **Tuple\***, las clases **Vector\*** tienen métodos adicionales, algunos de los cuales podemos ver aquí:  float length()  Devuelve la longitud de este vector.  float lengthSquared()  Devuelve el cuadrado de la longitud de este vector.  void cross(Vector3f v1, Vector3f v2)  Seleccciona este vector para que sea el producto cruzado de los vectores v1 y v2.  float dot(Vector3f v1)  Calcula y devuelve el punto del producto de este vector y el vector v1.  void normalize()  Normaliza este vector.  void normalize(Vector3f v1)  Selecciona el valor de este vector a la normalización del vector v1.  float angle(Vector3f v1)  Devuelve el ángulo en radianes entre este vector y el vectorv1, el valor devuelto está restringido al ango [0,PI]. |

**Clases TexCoord**

Hay sólo dos clases **TexCoord\*** que pueden usarse para representar las coordenadas de textura de un vértice: **TexCoord2f** y **TexCoord3f**. **TexCoord2f** mantiene las coordenadas de textura como una pareja de coordenadas (s, t); **TexCoord3f** como un trio (s, t, r).

Los constructores para las clases **TexCoord\*** también son similares a los de **Tuple\***. como las clases **Color\***, las clases **TexCoord\*** tampoco tienen métodos adicionales, por eso sólo tratan con los métodos que heredan de sus superclases.

**Clases Geometry**

En los gráficos 3D por ordenador, todo, desde el más sencillo triángulo al más complicado de los modelos Jumbo, está modelado y renderizado con datos basados en vértices. Con Java 3D, cada objeto **Shape3D** debería llamar a su método **setGeometry()** para referenciar uno y sólo uno objeto **Geometry**. Para ser más preciso, **Geometry** es una superclase abstracta, por eso los objetos referenciados son ejemplares de una de sus subclases.

Estas subclases se dividen en tres categorías principales:

* Geometría basada en vértices no indexados (cada vez que se renderiza un objeto visual, sus vértices sólo podrían usarse una vez)
* Geometría basada en vértices indexados (cada vez que se renderiza un objeto visual, sus vértices se podrían reutilizar)
* Otros objetos visuales (las clases **Raster**, **Text3D**, y **CompressedGeometry**)

Esta sección cubre las dos primeras categorías. El árbol de clases de **Geometry** y sus subclases se muestran en la Figura 2-10:

![Figura 2-10. Árbol de clases de Geometry.](data:image/png;base64,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)

**Clase GeometryArray**

Como se podría deducir de los nombres de las clases, las subclases de **Geometry** podrían usarse para especificar puntos, líneas y polígonos rellenos (triángulos y cuadriláteros). Estos primitivos basados en vértices son subclases de la clases abstracta **GeometryArray**, que indica que cada una tiene un array que mantine los datos de los vértices.

Por ejemplo, si se usa un objeto **GeometryArray** para especificar un triángulo, se define un array de tres elementos: un elemento para cada vértice. Cada elemento de este array mantiene la localización de las coordenbadas para su vértice (que puede estar definido con un objeto **Point\*** o similar). Además de la localización de las coordenadas, se pueden definir otros tres arrays opcionales para almacenar el color, la superficie normal, y las coordenadas de textura. Estos arrays que contienen las coordenadas, los colores, las superficies normales y las coordenadas de texturas, son los "arrays de datos".

Hay tres pasos en la vida de un objeto **GeometryArray**:

1. Construcción de un objeto vacío.
2. Rellenar el objeto con datos.
3. Asociar (referenciar) el objeto desde (uno o más) objetos **Shape3D**.

**Paso 1: Construcción de un objeto GeometryArray vacío**

Cuando se construye por primera vez un objeto **GeometryArray**, se deben definir dos cosas:

* el número de vértices (arrays de elementos) necesarios.
* el tipo de datos (coordenadas de localización, color, superficie normal, y/o coordenadas de textura) a almacenar en cada vértice. Esto se llama formato del vértice.

Hay un sólo constructor para **GeometryArray**:

|  |
| --- |
| Constructor de **GeometryArray**  GeometryArray(int vertexCount, int vertexFormat)  Construye un objeto **GeometryArray** vacío con el número de vértices y su formato especificado. Se pueden añadir banderas "OR" para describir los datos de cada vértice. Las constantes usasas para especificar el formato son:   * **COORDINATES:**  Especifica que este array de vértice contiene coordenadas. Es obligatorio. * **NORMALS:**  Especifica que este array de vértice contiene superficies normales. * **COLOR\_3:**  Especifica que este array de vértice contiene colores sin transparencia. * **COLOR\_4:**  Especifica que este array de vértice contiene colores con transparencia. * **TEXTURE\_COORDINATE\_2:**  Especifica que este array de vértice contiene coordenadas de textura 2D. * **TEXTURE\_COORDINATE\_3:**  Especifica que este array de vértice contiene coordenadas de textura 3D.   Por cada bandera seleccionada, se crea internamente en el objeto **GeometryArray** su correspondiente array. Cada uno de estos arrays tiene el tamaño **vertexCount**. |

Veamos cómo trabaja este constructor, pero primero recordemos que **GeometryArray** es una clase abstracta. Por lo tanto, realmente llamamos al constructor de una de sus subclases, por ejemplo **LineArray**. (Un objeto **LineArray** describe un conjunto de vértices, y cada dos vértices definen los puntos finales de una línea. El constuctor y otros métodos de **LineArray** son muy similares a los de su superclase **GeometryArray**. **LineArray** se explica con más detalle más adelante.)

El [Fragmento de Código 2-4](http://www.labvis.unam.mx/elio/J3D/#fragmento2-4) muestra la clase **Axis** del programa [AxisApp.java](http://www.labvis.unam.mx/elio/J3D/.clases/geometry/AxisApp.java) que usa varios objetos **LineArray** para dibujar líneas que representan los ejes X, Y y Z. El objeto **axisXlines**, crea un objeto con dos vértices (para dibujar una línea entre ellos), con sólo los datos de las coordenadas de localización. El objeto **axisYLines** también tiene dos vértices, pero permite color RGB, así como las coordenadas de posición de cada vértice. Por lo tanto, la línea del eje Y podría dibujarse con colores interpolados desde un vértice hasta el otro. Finalmente, el objeto **axisZLines** tiene diez vértices con coordenadas y datos de color para cada vértice. Se podrían dibujar cinco líneas con colores interpolados, una línea por cada pareja de vértices. Observa el uso de la operación "OR" para los formatos de los vértices de los ejes Y y Z

**Fragmento de código 2-4, Consctructores de GeometryArray.**

1. // construye un objeto que representa el eje X

2. LineArray axisXLines= new LineArray (2, LineArray.COORDINATES);

3.

4. // construye un objeto que representa el eje Y

5. LineArray axisYLines = new LineArray(2, LineArray.COORDINATES

6. | LineArray.COLOR\_3);

7.

8. // construye un objeto que representa el eje Z

9. LineArray axisZLines = new LineArray(10, LineArray.COORDINATES

10. | LineArray.COLOR\_3);

**¡Cuidado!** la clase **Axis** de [AxisApp.java](http://www.labvis.unam.mx/elio/J3D/.clases/geometry/AxisApp.java) es diferente de la clase **Axis** definida en [Axis.java](http://www.labvis.unam.mx/elio/J3D/.clases/geometry/Axis.java), que sólo usa un objeto **LineArray**. Debemos asegurarnos de coger la clase correcta.

**Paso 2: Rellenar con Datos el Objeto GeometryArray**

Después de construir el objeto **GeometryArray**, asignamos valores a los arrays, correspondiendo a los formatos de los vértices asignados. Esto se podría hacer vértice por vértice, o usando un array para aisgnar datos a muchos vértices con una sóla llamada de método. Los métodos disponibles son:

|  |
| --- |
| Lista Parcial de Métodos de **GeometryArray**  **GeometryArray** es la superclase para **PointArray**, **LineArray**, **TriangleArray**, **QuadArray**, **GeometryStripArray**, y **IndexedGeometryArray**.  void setCoordinate(int index, float[] coordinate)  void setCoordinate(int index, double[] coordinate)  void setCoordinate(int index, Point\* coordinate)  Selecciona las coordenadas asociadas con el vértice en el índice especificado para este objeto.  void setCoordinates(int index, float[] coordinates)  void setCoordinates(int index, double[] coordinates)  void setCoordinates(int index, Point\*[] coordinates)  Selecciona las coordenadas asociadas con los vértices empezando por el índice especificado para este objeto.  void setColor(int index, float[] color)  void setColor(int index, byte[] color)  void setColor(int index, Color\* color)  Selecciona el color asociado con el vértice en el índice especificado para este objeto.  void setColors(int index, float[] colors)  void setColors(int index, byte[] colors)  void setColors(int index, Color\*[] colors)  Selecciona los colores asociados con los vértices empezando por el índice especificado para este objeto.  void setNormal(int index, float[] normal)  void setNormal(int index, Vector\* normal)  Selecciona la superficie normal asociada con el vértice en el índice especificado para este objeto  void setNormals(int index, float[] normals)  void setNormals(int index, Vector\*[] normals)  Selecciona las superficies normales asociadas con los vértices empezando por el índice especificado para este objeto.  void setTextureCoordinate(int index, float[] texCoord)  void setTextureCoordinate(int index, Point\* coordinate)  Selecciona la coordenada de textura asociada con el vértice en el índice especificado para este objeto.  void setTextureCoordinates(int index, float[] texCoords)  void setTextureCoordinates(int index, Point\*[] texCoords)  Selecciona las coordenadas de textura asociadas con los vértices empezando por el índice especificado para este objeto. |

El [Fragmento de Código 2-5](http://www.labvis.unam.mx/elio/J3D/#fragmento2-5) usa los métodos de **GeometryArray** para almacenar coordenadas y colores en los objetos **LineArray**, El objeto **axisXLines** sólo llama al método setCoordinate() para almacenar los datos de las coordenadas de posición. El objeto **axisYLines** llama tanto a setColor() y setCoordinate() para cargar los valores del color RGB y las coordenadas de posición. Y el objeto **axisZLines** llama diez veces a setCoordinate() una para cada vértice y llama una vez a setColors() para cargar todos los vértices con una sola llamada:

**Fragmento de código 2-5, Almacenar Datos en un Objeto GeometryArray.**

1. axisXLines.setCoordinate(0, new Point3f(-1.0f, 0.0f, 0.0f));

2. axisXLines.setCoordinate(1, new Point3f( 1.0f, 0.0f, 0.0f));

3.

4. Color3f red = new Color3f(1.0f, 0.0f, 0.0f);

5. Color3f green = new Color3f(0.0f, 1.0f, 0.0f);

6. Color3f blue = new Color3f(0.0f, 0.0f, 1.0f);

7. axisYLines.setCoordinate(0, new Point3f( 0.0f,-1.0f, 0.0f));

8. axisYLines.setCoordinate(1, new Point3f( 0.0f, 1.0f, 0.0f));

9. axisYLines.setColor(0, green);

10. axisYLines.setColor(1, blue);

11.

12. axisZLines.setCoordinate(0, z1);

13. axisZLines.setCoordinate(1, z2);

14. axisZLines.setCoordinate(2, z2);

15. axisZLines.setCoordinate(3, new Point3f( 0.1f, 0.1f, 0.9f));

16. axisZLines.setCoordinate(4, z2);

17. axisZLines.setCoordinate(5, new Point3f(-0.1f, 0.1f, 0.9f));

18. axisZLines.setCoordinate(6, z2);

19. axisZLines.setCoordinate(7, new Point3f( 0.1f,-0.1f, 0.9f));

20. axisZLines.setCoordinate(8, z2);

21. axisZLines.setCoordinate(9, new Point3f(-0.1f,-0.1f, 0.9f));

22.

23. Color3f colors[] = new Color3f[9];

24. colors[0] = new Color3f(0.0f, 1.0f, 1.0f);

25. for(int v = 0; v < 9; v++)

26. colors[v] = red;

27. axisZLines.setColors(1, colors);

El color por defecto para los vértices de un objeto **GeometryArray** es blanco, a menos que especifiquemos **COLOR\_3** o **COLOR\_4** en el formato del vértice. Cuando se especifica cualquiera de estos valores, el color por defecto del vértice es negro. Cuando se renderizan líneas o polígonos rellenos con diferentes colores en cada vértice, los colores se sombrean (interpolan) entre los vértices usando un sombreado **Gouraud**.

**Paso 3: Hacer que los Objetos Shape3D Referencien a los Objetos GeometryArray**

Finalmente, el [Fragmento de Código 2-6](http://www.labvis.unam.mx/elio/J3D/#fragmento2-6) muestra cómo se referencian los objetos **GeometryArray** por objetos **Shape3D** recien creados. A su vez, los objetos **Shape3D** se añaden a un **BranchGroup**, que en algún lugar se añade al escenario gráfico general. (Al contrario que los objetos **GeometryArray**, que son **NodeComponents**, **Shape3D** es una subclase de **Node**, por eso pueden ser añadidos como hijos al escenario gráfico.)

**Fragmento de código 2-6, Objetos GeometryArray referenciados por objetos Shape3D.**

1. axisBG = new BranchGroup();

2.

3. axisBG.addChild(new Shape3D(axisYLines));

4. axisBG.addChild(new Shape3D(axisZLines));

La Figura 2-11 muestra el escenario gráfico parcial creado por la clase **Axis** en [AxisApp.java](http://www.labvis.unam.mx/elio/J3D/.clases/geometry/AxisApp.java).

![Figura 2-11, La clase Axis de AxisApp.java crea este Escenario Gráfico.](data:image/png;base64,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)

**Subclases de GeometryArray**

Como se explicó en la sección anterior, la clase **GeometryArray** es una superclase abstracta para subclases más útiles, como **LineArray**. La Figura 2-12 muestra el árbol de subclases de **GeometryArray**. La principal distinción entre estas subclases es cómo el renderizador Java 3D decide renderizar sus vértices.

![Figura 2-12, Subclases no indexadas de GeometryArray.](data:image/png;base64,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)

La Figura 2-13 muestra ejemplos de las cuatro subclases de **GeometryArray**: **PointArray**, **LineArray**, **TriangleArray**, y **QuadArray** (las únicas que no son también subclases de **GeometryStripArray**). En esta figura, los tres conjuntos más a la izquierda muestran los mismos seis vértices renderizando seis puntos, tres líneas, o dos triángulos. La cuarta imagen muestra cuatro vértices difiniendo un cuadrilátero. Observa que ninguno de los vértices están compartido: cada línea o polígono relleno se renderiza independiente,ente de cualquier otra.

![Figura 2-13, Subclases de GeometryArray.](data:image/png;base64,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)

Por defecto, se rellena el interior de los triángulos y cuadriláteros. En la última sección, aprenderemos los atributos que pueden influenciar en el modo de renderizado de los primivitivos rellenos.

Estas cuatro subclases heredan sus constructores y métodos de **GeometryArray**. Abajo podemos ver sus constructores, para sus métodos, podemos volver atrás a la lista de los métodos de **GeometryArray**.

|  |
| --- |
| Constructores de Subclases de **GeometryArray**  Construyen objetos vacíos con el número de vértices especificados y el formato de los vértices. Se pueden añadir banderas "OR" para describir los datos de cada vértice. Las banderas de formato son las mismas que las definidas en la superclase **GeometryArray**.  PointArray(int vertexCount, int vertexFormat)  LineArray(int vertexCount, int vertexFormat)  TriangleArray(int vertexCount, int vertexFormat)  QuadArray(int vertexCount, int vertexFormat) |

Para ver el uso de estos constructores y métodos, podemos volver a cualquiera de los fragmentos de código [2-4](http://www.labvis.unam.mx/elio/J3D/#fragmento2-4), [2-5](http://www.labvis.unam.mx/elio/J3D/#fragmento2-5) o [2-6](http://www.labvis.unam.mx/elio/J3D/#fragmento2-6), que usan objetos **LineArray** .

Si estámos dibujando cuadriláteros, debemos tener cuidado de no crear los vértices en una geometría cóncava, auto-intereseccionada, o geometría no plana. Si lo hacemos, podrían no renderizarse apropiadamente.

**Subclases de GeometryStripArray**

Las cuatro subclases de **GeometriArray** descritas anteriormente no permite reutilizar vértices. Algunas configuraciones geométricas invitan a reutilizar los vértices, por eso podrían resultar clases especializadas para un mejor rendimiento del renderizado.

**GeometryStripArray** es una clase abstracta de la que se derivan tipos primitivos (para crear líneas y superficies compuestas). **GeometryStripArray** es la superclase de **LineStripArray**, **TriangleStripArray**, y **TriangleFanArray**. La Figura 2-14 muestra un ejemplar de cada tipo y cómo se reutilizan los vértices. **LineStripArray** renderiza las líneas conectadas. **TriangleStripArray** resulta en triángulos que comparten un lado, reusando el vértice renderizado más recientemente. **TriangleFanArray** reutiliza el primer vértice en su lámina.

![Figura 2-14, Subclases de GeometryStripArray.](data:image/png;base64,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)

**GeometryStripArray** tiene un constructor distinto al de **GeometryArray**. El constructor **GeometryStripArray** tiene un tercer parámetro, que es un array contador de vértices para cada lámina, permitiendo que un sólo objeto mantenga varias láminas. (**GeometryStripArray** también presenta un par de métodos de consulta, getNumStrips() y getStripVertexCounts(), que raramente se usan.)

|  |
| --- |
| Constructores de Subclases de **GeometryStripArray**  Construyen objetos vacíos con el número de vértices especificados y el formato de los vértices. Se pueden añadir banderas "OR" para describir los datos de cada vértice. Las banderas de formato son las mismas que las definidas en la superclase **GeometryArray**. Se soportan múltiples láminas. La suma de los contadores de vértices para todas las láminas (del array **stripVertexCounts**) debe ser igual al contador de todos los vértices (vtxCount).    LineStripArray(int vtxCount, int vertexFormat, int stripVertexCounts[])  TriangleStripArray(int vtxCount, int vertexFormat, int stripVertexCounts[]))  TriangleFanArray(int vtxCount, int vertexFormat, int stripVertexCounts[])) |

Observa que Java 3D no soporta primitivos rellenos con más de cuatro lados. El programador es responsable de usar mosaicos para descomponer polígonos más complejos en objetos Java 3D. La clases de utilidad **Triangulator** convierte polígonos complejos en triángulos

|  |
| --- |
| La clase **Triangulator**  Paquete:  com.sun.j3d.utils.geometry  Se usa para convertir polígonos no triángulares en triángulos para renderizarlos con Java 3D. Los polígonos pueden ser cóncavos, no planos y pueden contener agujeros (puedes ver GeometryInfo.setContourCounts()). Los polígonos no planos se proyectan al plano más cercano.  **Sumario de Constructores**  Triangulator()  Crea un objeto **Triangulator**.  **Sumario de Métodos**  void triangulate(GeometryInfo ginfo)  Esta rutina convierte el objeto **GeometryInfo** desde un tipo primitivo **POLYGON\_ARRAY** a un tipo primitivo **TRIANGLE\_ARRAY** usándo técnicas de descomposición de polígonos.  Parámetros:   * ginfo - el objeto com.sun.j3d.utils.geometry.GeometryInfo a triangular.   Ejemplo de uso:  Triangulator tr = new Triangulator();  tr.triangulate(ginfo); // ginfo contains the geometry  shape.setGeometry(ginfo.getGeometryArray()); // shape is a Shape3D |

**El código del Yo-yo Demuestra TriangleFanArray**

El objeto **Yoyo** del programa [YoyoApp.java](http://www.labvis.unam.mx/elio/J3D/.clases/geometry/YoyoApp.java) muestra cómo usar un objeto **TriangleFanArray** para modelar la geometría de un yo-yo. El **TriangleFanArray** contiene cuatro abanicos: dos caras exteriores (discos circulares) y dos caras internas (conos). Sólo se necesita un objeto **TriangleFanArray** para representar los cuatro abanicos.

La Figura 2-15 muestra tres renderizaciones del **TriangleFanArray**. La primera vista muestra su renderizado por defecto, como polígonos rellenos blancos. Sin embargo, es díficil ver los detalles, especialmente la localización de los vértices. Para mostrar mejor los triángulos, las otras dos vistas muestran el **TriangleFanArray** con sus vértices conectados con líneas. Para renderizar lo que serían los polígonos rellenos con líneas, puedes ver la clases **PolygonAttributes** más adelante.
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En el [Fragmento de Código 2-7](http://www.labvis.unam.mx/elio/J3D/#fragmento2-7) el método yoyoGeometry() crea y devuelve el **TriangleFanArray** deseado. Las líneas 15-18 calculan los puntos centrales para los cuatro abanicos. Cada abanico tiene 18 vértices, que se calculan en las líneas 20-28. Las líneas 30-32 construyen el objeto **TriangleFanArray** vacío, y la línea 34 es donde las coordenadas calculadas préviamente (en las líneas 15-28) se almacenan en el objeto.

**Fragmento de Código 2-7, el metodo yoyoGeometry() crea un objeto TriangleFanArray**

1. private Geometry yoyoGeometry() {

2.

3. TriangleFanArray tfa;

4. int N = 17;

5. int totalN = 4\*(N+1);

6. Point3f coords[] = new Point3f[totalN];

7. int stripCounts[] = {N+1, N+1, N+1, N+1};

8. float r = 0.6f;

9. float w = 0.4f;

10. int n;

11. double a;

12. float x, y;

13.

14. // set the central points for four triangle fan strips

15. coords[0\*(N+1)] = new Point3f(0.0f, 0.0f, w);

16. coords[1\*(N+1)] = new Point3f(0.0f, 0.0f, 0.0f);

17. coords[2\*(N+1)] = new Point3f(0.0f, 0.0f, 0.0f);

18. coords[3\*(N+1)] = new Point3f(0.0f, 0.0f, -w);

19.

20. for (a = 0,n = 0; n < N; a = 2.0\*Math.PI/(N-1) \* ++n){

21. x = (float) (r \* Math.cos(a));

22. y = (float) (r \* Math.sin(a));

23.

24. coords[0\*(N+1)+N-n] = new Point3f(x, y, w);

25. coords[1\*(N+1)+n+1] = new Point3f(x, y, w);

26. coords[2\*(N+1)+N-n] = new Point3f(x, y, -w);

27. coords[3\*(N+1)+n+1] = new Point3f(x, y, -w);

28. }

29.

30. tfa = new TriangleFanArray (totalN,

31. TriangleFanArray.COORDINATES,

32. stripCounts);

33.

34. tfa.setCoordinates(0, coords);

35.

36. return tfa;

37.} // end of method yoyoGeometry in class Yoyo

El yo-yo totalmente blanco es sólo un punto de arranque. La Figura 2-16 muestra un objeto similar, modificado para incluir colores en cada vértice. El método yoyoGeometry() modificado, que incluye colores en el objeto **TriangleFanArray**, se muestra en el [Fragmento de Código 2-8](http://www.labvis.unam.mx/elio/J3D/#fragmento2-8). Las líneas 23-26, 36-39 y 46 especifician los valores de color para cada vértice.

Existen más posibilidades para especificar la apariencia de un objeto visual a través del uso de luces, texturas, y propiedades de materiales de un objeto visual.

**Fragmento de Código 2-8, Método yoyoGeometry() Modificado para añadir colores**

1. private Geometry yoyoGeometry() {

2.

3. TriangleFanArray tfa;

4. int N = 17;

5. int totalN = 4\*(N+1);

6. Point3f coords[] = new Point3f[totalN];

7. Color3f colors[] = new Color3f[totalN];

8. Color3f red = new Color3f(1.0f, 0.0f, 0.0f);

9. Color3f yellow = new Color3f(0.7f, 0.5f, 0.0f);

10. int stripCounts[] = {N+1, N+1, N+1, N+1};

11. float r = 0.6f;

12. float w = 0.4f;

13. int n;

14. double a;

15. float x, y;

16.

17. // set the central points for four triangle fan strips

18. coords[0\*(N+1)] = new Point3f(0.0f, 0.0f, w);

19. coords[1\*(N+1)] = new Point3f(0.0f, 0.0f, 0.0f);

20. coords[2\*(N+1)] = new Point3f(0.0f, 0.0f, 0.0f);

21. coords[3\*(N+1)] = new Point3f(0.0f, 0.0f, -w);

22.

23. colors[0\*(N+1)] = red;

24. colors[1\*(N+1)] = yellow;

25. colors[2\*(N+1)] = yellow;

26. colors[3\*(N+1)] = red;

27.

28. for(a = 0,n = 0; n < N; a = 2.0\*Math.PI/(N-1) \* ++n){

29. x = (float) (r \* Math.cos(a));

30. y = (float) (r \* Math.sin(a));

31. coords[0\*(N+1)+n+1] = new Point3f(x, y, w);

32. coords[1\*(N+1)+N-n] = new Point3f(x, y, w);

33. coords[2\*(N+1)+n+1] = new Point3f(x, y, -w);

34. coords[3\*(N+1)+N-n] = new Point3f(x, y, -w);

35.

36. colors[0\*(N+1)+N-n] = red;

37. colors[1\*(N+1)+n+1] = yellow;

38. colors[2\*(N+1)+N-n] = yellow;

39. colors[3\*(N+1)+n+1] = red;

40. }

41. tfa = new TriangleFanArray (totalN,

42. TriangleFanArray.COORDINATES|TriangleFanArray.COLOR\_3,

43. stripCounts);

44.

45. tfa.setCoordinates(0, coords);

46. tfa.setColors(0,colors);

47.

48. return tfa;

49. } // end of method yoyoGeometry in class Yoyo

Habrás observado las diferencias entre las líneas 36 a 39. El código se ha escrito para hacer la cara frontal de cada triángulo en la geometría la parte exterior del yo-yo.
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**Subclases de IndexedGeometryArray**

Las subclases de **GeometryArray** descritas anteriormente declaran los vértices de forma borrosa. Solo las subclases de **GeometryStripArray** tienen incluso limitada la reutilización e vértices. Muchos objetos geométricos invitan a la reutilización de vértices. Por ejemplo, para definir un cubo, cada uno de sus ocho vértices se usa por tres diferentes cuadrados. En el peor de los casos, un cubo requiere especificar 24 vértices, aunque sólo ocho son realmente necesarios (16 de los 24 son redundantes).

Los objetos **IndexedGeometryArray** proporcionan un nivel de extra de indirección, por eso se puede evitar los vértices redundantes. Todavía se deben proporcionar los arrays de información basada en vértices, pero los vértices se pueden almacenar en cualquier orden, y cualquier vértice se puede reutilizar durante el renderizado. A estos arrays que contienen información sobre las coordenadas, el color, etc. se les llama "Arrays de datos".

Sin embargo, los objetos **IndexedGeometryArray** también necesitan arrays adicionales ("arrays de índices") que contienen índices a los "arrays de datos". Hay hasta cuatro "arrays de índice": índices de coordenadas, índices de colores, índices de superficies normales, e índices de coordenadas de textura, que cooresponden con los "arrays de datos". El número de arrays de índices es siempre igual al número de arrays de datos. El número de elementos en cada array de índice es el mismo y normalmente mayor que el número de elementos en cada array de datos.

El "array de índices" podría tener múltiples referencias al mismo vértice en el "array de datos". Los valores en estos "arrays de índices" determinan el orden en que se accede a los datos del vértice durante el renderizado. La Figura 2-17 muestra como ejemplo la relación entre los arrays de índice y de coordenadas para un cubo.

Merece la pena mencionar que hay que pagar un precio por la reutilización de los vértices proporcionada por la geometría indexada - lo pagamos en rendimiento. El indexado de geometrías en el momento de la renderización añade más trabajo al proceso de renderizado. Si el rendimiento es un problema, debemos usar láminas siempre que sea posible y evitar la geometría indexada. La geometría indexada es útil cuando la velocidad no es crítica y tenemos alguna memoria que ganar usándola, o cuando la indexación proporciona programación de conveniencia.
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Las subclases de **IndexedGeometryArray** son paralelas a las subclases de **GeometryArray**. En la Figura 2-18 podemos ver el árbol de herencia de **IndexedGeometryArray**.
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Los constructores para **IndexedGeometryArray**, **IndexedGeometryStripArray**, y sus subclases son similares a los constructores de **GeometryArray** y **GeometryStripArray**. Las clases de datos indexados tienen un parámetro adicional para definir cúantos índices se usan para describir la geometría (el número de elemento en el array de índices).

|  |
| --- |
| Constructores de Sublcases de **IndexedGeometryArray**  Construyen un objeto vacío con el número de vértices especificado, el formato de los vértices, y el número de índices en este array.  IndexedGeometryArray(int vertexCount, int vertexFormat, int indexCount)  IndexedPointArray(int vertexCount, int vertexFormat, int indexCount)  IndexedLineArray(int vertexCount, int vertexFormat, int indexCount)  IndexedTriangleArray(int vertexCount, int vertexFormat, int indexCount)  IndexedQuadArray(int vertexCount, int vertexFormat, int indexCount) |

|  |
| --- |
| Constructores de Subclases de **IndexedGeometryStripArray**  Construye un objeto vacío con el número de vertices especificado, el formado de los vértices, el número de índices de este array, y un array contador de vértices por cada lámina.  IndexedGeometryStripArray(int vc, int vf, int ic, int stripVertexCounts[]))  IndexedLineStripArray(int vc, int vf, int ic, int stripVertexCounts[]))  IndexedTriangleStripArray(int vc, int vf, int ic, int stripVertexCounts[]))  IndexedTriangleFanArray(int vc, int vf, int ic, int stripVertexCounts[])) |

**IndexedGeometryArray**, **IndexedGeometryStripArray**, y sus subclases heredan métodos desde **GeometryArray** y **GeometryStripArray** para cargar los "arrays de datos". Las clases de datos indexados han añadido métodos para cargar índices dentro de los "arrays de índices".

|  |
| --- |
| Lista Parcial de Métodos de **IndexedGeometryArray**  void setCoordinateIndex(int index, int coordinateIndex)  Selecciona el índice de coordenada asociado con el vértice en el índice especificado para este objeto.  void setCoordinateIndices(int index, int[] coordinateIndices)  Selecciona los índices de coordenadas asociados con los vértices que empiezan en el índice especificado para este objeto.  void setColorIndex(int index, int colorIndex)  Selecciona el índice de color asociado con el vértice en el índice especificado para este objeto.  void setColorIndices(int index, int[] colorIndices)  Selecciona los índices de colores asociados con los vértices que empiezan en el índice especificado para este objeto.  void setNormalIndex (int index, int normalIndex)  Selecciona el índice de superficie normal asociado con el vértice en el índice especificado para este objeto.  void setNormalIndices (int index, int[] normalIndices)  Selecciona los índices de superficies normales asociados con los vértices que empiezan en el índice especificado para este objeto.  void setTextureCoordinateIndex (int index, int texCoordIndex)  Selecciona el índice de coordenada de textura asociado con el vértice en el índice especificado para este objeto.  void setTextureCoordinateIndices (int index, int[] texCoordIndices)  Selecciona los índices de coordenadas texturas asociados con los vértices que empiezan en el índice especificado para este objeto. |

**Axis.java es un ejemplo de IndexedGeometryArray**

El fichero [Axis.java](http://www.labvis.unam.mx/elio/J3D/.clases/geometry/Axis.java) define el objeto visual **Axis** muy útil para dibujar los ejes y el origen de un universo virtual. También sirve como ejemplo de geometría indexada.

El objeto **Axis** define 18 vértices y 30 índices para especificar 15 líneas. Hay cinco líneas por eje para crear una sencilla flecha 3D.

**Atributos y Apariencia**

Los objetos **Shape3D** podrían referenciar tanto a objetos **Geometry** y **Appearance**. Como se explicó anteriormente, el objeto **Geometry** especifica la información para cada vértice de un objeto visual. La información por vértices de un objeto **Geometry** puede especificar el color de los objetos visuales. Los datos de un objeto **Geometry** normalmente son insuficientes para describir totalmente cómo es un objeto. En muchos casos, también se necesita un objeto **Appearance**.

Un objeto **Appearance** no contiene información sobre cómo debe aparecer un objeto **Shape3D**, pero si sabe donde encontrar esos datos. Un objeto **Appearance** (ya que es una subclase de **NodeComponent**) podría referenciar varios objetos de otras subclases de la clase abstracta **NodeComponent**. Por lo tanto la información que describe la apariencia de un primitivo geométrico se dice que está almacenada dentro de un "paquete de apariencia", como se ve en la Figura 2-19.

![Figura 2-19, un Paquete de Apararencia](data:image/png;base64,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)

Un objeto **Appearance** puede referenciar a varias subclases diferentes de **NodeComponent** llamados objetos de atributos de apariencia, incluyendo:

* PointAttributes
* LineAttributes
* PolygonAttributes
* ColoringAttributes
* TransparencyAttributes
* RenderingAttributes
* Material
* TextureAttributes
* Texture
* TexCoordGeneration

A un objeto **Appearance** con objetos atributos se le llama un paquete de apariencia. Para referenciar cualquiera de estos nodos componentes, un objeto **Appearance** tiene un método con un nombre óbvio. Por ejemplo, para que un objeto **Appearance** se refiera a un objeto **ColoringAttributes**, se usa el método Appearance.setColoringAttributes(). Un sencillo ejemplo de código de parecería está en Fragmento de código 2-9.

**Fragmento de Código 2-9, Usando objetos Appearance y ColoringAttributes de NodeComponent .**

1. ColoringAttributes ca = new ColoringAttributes();

2. ca.setColor (1.0, 1.0, 0.0);

3. Appearance app = new Appearance();

4. app.setColoringAttributes(ca);

5. Shape3D s3d = new Shape3D();

6. s3d.setAppearance (app);

7. s3d.setGeometry (someGeomObject);

En la Figura 2-20 podemos ver el escenario gráfico resultante de el código anterior.

![Figura 2-20, Paquete de Apariencia creado por el Fragmento de Código 2-9.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJsAAAB3CAAAAAAxjG2pAAAEwElEQVR42u2bi3XrIAyGNUJW8AhegRFYgRFYQyOwAiNoBUZgBY2gC07S5raxyzP1ba/PKc5xzc9n8ZZskIEHiJxVDgbD/RI2GF2rv4MNJrSRX8AGcxrJT2eDaa2kR+B2iEREx/cLIxChIyc8HCLusqjLJbyx3S6/ng0+FJ1+XWw66+VBEqAPEFrBPqrQdiVC+KDZgQf9YFeVAJx/ET/RbKSDBrTnIqsO+6JNdNBPdhMJChZDu6INdFCJdqQRUYPZV62Gg26j/aURgPZVa00HvUa7S+C6nRQeydbBQTfaTYIg5tNyyFYHB4PQUj9dSdhcWIbBQS/amwKrdNMSvtKtgINCtBKBSKFAuBxuJFuh8FC2IzFoUYYzs8EotkMl2D+aelYdW+8Ksd1wMEinejVzWjYZwzYFrbAPfhcb/Fy2kuGgZ0v7lfD3snXU6SQ2Gckmk9i6+sIkNhnHJqdkk0lsZbr/MJvAtLG3YCb/J9lKF4o908KxMBS2hiGEsCdcynaE0INXrwu1hbf6IBsaNjQs42E82dO7oM1vM4HsMwG0FTjt3qe2AnmJLWpubw5DwRy0Z9GnWV7sHl14PPl52zjvCUOl7iNbvMRZbIgigZ7f40rY0GB28Dm6JhJcFPLpL7j03Bx9QJboSZhcJdvmqI5b5iSZz8gOtyJoDakAjxxxv3uyD5cEqGmlLfGRl4is2aBzIWVeo8ckoAXFuiq2oJK8w+BlTQLRZCnDNuQiROUCeH2365M+kJrE6oRQPG6JJiIJXgnmh021onKa7WmIYh1btlvKjEScMNUmlXS3Iq4FGMKd/gnXeg9bHu+2JNmGvL9mtUxXNmcl8MpClXW6PZ43EmPCNHe2XMSNLSi/395sbmyQnwVlS6LS3itSQac6tM74VMOaVdLA1XIdG9vUwryYdauVQFkqasxFiPI6m0wf9oXt2Ez7bt/ni7AJ4xv73anq7UIyzS0ZstkvZTNmf15oCqTChIkBjmavcokyuvb1FPSte0Zs5faXui3rnscXHGCgxxjgaKVZHwopq9emEAtU7qQ+/7+w1VXrPm0M+/vFvXh96VYF6sLRUOK8+2pAA6gaeT7qQlMnKh1lq99gGOF/m7Rhea0onJkNzswGp2WTM7NNgPsdbOODETAQa7S/H2Qs3H+2NriTjm/Dw0swtpv+Z2uDkzP305GAMLIPwNhuAb1gE1dNMAdsCF77xwUw8rahbPCCmumNOHq6+hGjul8hHmU66MuE7h4fUONN1/k9xpITdj47qnPkxWljyRlERrTcWzt9eS45cSQ2KDHCevN+Z5d6wHfn8gvZHrPkDz04VSym9rZegwRXNrE+jGs6TVk4kRCnauQ1OudTnbJxzsSVlTL8vWy7Rw5ahZOyBYskJ2UbO1T9OLYt0MOSWz1TeBs1+ARscYl5eAu38Nd9bnD0XWyPU1amSrOACat1KCvqaMihQSbrPdnXzwvvkUdDacC9DbZb4nP4Nv0heed16ELreyLkPNk/siWj3dgkRFLxReuwz9mCjuKW6G36sURnxHgvpNF6y9oE9Mh9y9e5y96uhW/Pu3aTl+Rd+6yWGNUL96cHAZ/+HWr/FvfTJ+PDNveDfVxDXSJz3iweyAYnPU7M9gdyUTYSeKMcJgAAAABJRU5ErkJggg==)

**NodeComponent Appearance**

Los dos siguientes bloques de referencia listan los constructores y otros métodos de la clase **Appearance**.

|  |
| --- |
| Constructor de **Appearance**  El constructor por defecto de **Appearance** crea un objeto con todas las referencias a objetos inicializadas a null. Los valores por defecto, para componentes con referencias nulas, normalmente son predecibles: puntos y líneas, se dibujan con un tamaño y anchura de 1 pixel y sin antialiasing, el color intrínseco es blanco, la transparencia desactivada, y el buffer de profundidad está activado y es accesible tanto para lectura como escritura.  Appearance() |

Un componente **Appearance** normalmente referencia uno o más componentes atributo, llamando a los siguientes métodos:

|  |
| --- |
| Métodos de **Appearance** (Excluyendo iluminación y texturas)  Cada método selecciona su objeto **NodeComponent** correspondiente para que sea parte del paquete de apariencia actual.  void setPointAttributes(PointAttributes pointAttributes)  void setLineAttributes(LineAttributes lineAttributes)  void setPolygonAttributes(PolygonAttributes polygonAttributes)  void setColoringAttributes(ColoringAttributes coloringAttributes)  void setTransparencyAttributes(TransparencyAttributes  transparencyAttributes)  void setRenderingAttributes(RenderingAttributes renderingAttributes) |

**Compartir Objetos NodeComponent**

Es legal e incluso deseable que varios objetos referencien, y por lo tanto compartan, los mismos objetos **NodeComponent**. Por ejemplo, en la Figura 2-21. dos objetos **Shape3D** referencian al mismo componente **Appearance**. También, dos objetos **Appearance** diferentes comparten el mismo componente **LineAttributes**.

![Figura 2-21, Varios Objetos Appearance Comparten un NodeComponent](data:image/png;base64,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)

Compartir el mismo **NodeComponent** puede mejorar el rendimiento. Por ejemplo, si varios componentes **Appearance** comparten el mismo componente **LineAttributes**, lo que permite el antialias, el motor renderizador de Java 3D podría decidir agrupar el marco de trabajo antialias. Esto podría minimizar la activación y desactivación del antialias, lo que sería más rápido.

Observa que es ilegal que un Nodo tenga más demun padre. Sin embargo, como los **NodeComponents** son referenciados, no son objetos **Node**, por lo que realmente no tienen padres. Por lo tanto, los objetos **NodeComponent** pueden ser compartidos (referenciados) por cualquier número de otros objetos.

**Clases Attribute**

En esta sección se describen las seis primeras subclases de **NodeComponent** que pueden ser referenciadas por **Appearance** (excluyendo las de iluminación y texturas).

**PointAttributes**

Los objetos **PointAttributes** manejan el modo en que se redibujan los puntos primitivos. Por defecto, si un vértice se renderiza como un punto, rellena un único pixel. Podemos usar setPointSize() para hacer un punto más grande. Sin embargo, por defecto, un punto mayor se parece a un cuadrado, a menos que usemos setPointAntialiasingEnable(). Los puntos Antialiasing cambian los colores de los pixels para hacer que el punto parezca "redondeado" (o al menos, un cuadrado menos visible).

|  |
| --- |
| Constructores de **PointAttributes**  PointAttributes()  Crea un objeto componente que describe puntos de un pixel sin antialiasing.  PointAttributes(float pointSize, boolean state)  Crea un objeto componente que describe el tamaño de pixel para los puntos y si permite o no el antialiasing. |

|  |
| --- |
| Métodos de **PointAttributes**  void setPointSize(float pointSize)  Describe el tamaño de pixels para los puntos.  void setPointAntialiasingEnable(boolean state)  Activa o desactiva el antialising de los puntos. Visualmente interesante sólo si el punto es mayor de un pixel. |

**LineAttributes**

Los objetos **LineAttributes** cambian el modo en que se renderizan las líneas primitivas de tres formas. Por defecto, una línea se dibuja sólida rellena, de un pixel de ancho, y sin antialiasing. Podemos cambiar estos atributos llamando a los métodos setLinePattern(), setLineWidth(), y setLineAntialiasingEnable().

|  |
| --- |
| Constructores de **LineAttributes**  LineAttributes()  Crea un objeto componente que describe líneas rellenas de un pixel de ancho, sólidas rellenas, sin antialiasing.  LineAttributes(float pointSize, int linePattern, boolean state)  Crea un objeto componente que describe el tamaño de pixel para líneas, el patrón de uso para dibujo y si se activa o no el antialiasing. |

|  |
| --- |
| Métodos de **LineAttributes**  void setLineWidth(float lineWidth)  Describe la anchura de pixels para líneas.  void setLinePattern(int linePattern)  donde **linePattern** es una de estas constantes: **PATTERN\_SOLID** (por defecto), **PATTERN\_DASH**, **PATTERN\_DOT**, o **PATTERN\_DASH\_DOT**. Describe cómo se deberían rellenar los pixels de una línea.  void setLineAntialiasingEnable(boolean state)  Activa o desactiva el antialiasing. |

**PolygonAttributes**

**PolygonAttributes** gobierna el modo en que se renderizan los polígonos primitivos de tres formas: cómo es rasterizado, si está recortado, y si se aplica un desplazamiento de profundidad especial. Por defecto, un polígono está relleno, pero setPolygonMode() puede cambiar el modo en el que se dibuja el polígono como un marco (líneas) o sólo con los puntos de los vértices. (En las últimas dos clases, **LineAttributes** o **PointAttributes** también afectaban a como se visualiza el primitivo). Se podría usar el método setCullFace() para reducir el número de polígonos que son renderizados. Si setCullFace() se selecciona a **CULL\_FRONT** o **CULL\_BACK**, como media, no se renderizadan la mitad de los polígonos.

Por defecto, los vértices se renderizan como marcos y los polígonos rellenos no siempre se rasterizan con los mismos valores de profundidad, lo que podría hacer el estrechamiento cuando el marco fuera totalmente visible. Con setPolygonOffset(), los valores de profundidad de los polígonos rellenos se pueden mover hacia el plato de imagen, para que el marco enmarque el objeto relleno de la forma apropiada. setBackFaceNormalFlip() es utíl para renderizar un polígono relleno, donde ambos lados del polígono van a ser sombreados.

|  |
| --- |
| Constructores de **PolygonAttributes**  PolygonAttributes()  Crea un objeto componente con polígonos rellenos por defecto, sin recortado y sin desplazamiento.  PolygonAttributes(int polygonMode, int cullFace, float polygonOffset)  Crea un objeto componente para renderizar polígonos como sus puntos, líneas o polígonos rellenos, con el recorte de caras y el desplazamiento especificados.  PolygonAttributes(int polygonMode, int cullFace,  float polygonOffset, boolean backFaceNormalFlip)  Crea un objeto componente similar al constructor anterior, pero tambien invierte cómo serán determinados los polígonos trasero y frontal. |

|  |
| --- |
| Métodos de **PolygonAttributes**  void setCullFace(int cullFace)  donde **cullFace** es uno de los siguientes: **CULL\_FRONT**, **CULL\_BACK**, o **CULL\_NONE**. Oculta (no renderiza) los polígonos de la cara frontal o trasera, o no recorta los polígonos en absoluto.  void setPolygonMode(int polygonMode)  donde **polygonMode** es uno de estos: **POLYGON\_POINT**, **POLYGON\_LINE**, o **POLYGON\_FILL**. Renderizan los polígonos según sus puntos, sus líneas o polígonos rellenos (por defecto).  void setPolygonOffset(float polygonOffset)  donde **polygonOffset** es el desplazamiento del espacio de pantalla añadido para ajustar el valor de profundidad de los polígonos primitivos.  void setBackFaceNormalFlip(boolean backFaceNormalFlip)  donde **backFaceNormalFlip** determina si los vértices de los polígonos de las caras traseras deberían ser negados antes de iluminarlos. Cuando está bandera se selecciona a True y el recorte de la parte trasera está desactivado, un polígono se renderiza como si tuviera dos lados con oposicción normal. |

**ColoringAttributes**

**ColoringAttributes** controla cómo se colorea cualquier primitivo. setColor() selecciona un color intrínseco, que en algunas situaciones específica el color del primitivo. También setShadeModel() determina si el color es interpolado entre primitivos (normalmente polígonos y líneas).

|  |
| --- |
| Constructores de **ColoringAttributes**  ColoringAttributes()  Crea un objeto componente usando blanco como el color intrínseco y **SHADE\_GOURAUD** como el modelo de sombreado por defecto.  ColoringAttributes(Color3f color, int shadeModel)  ColoringAttributes(float red, float green, float blue, int shadeModel)  donde **shadeModel** es uno de **SHADE\_GOURAUD**, **SHADE\_FLAT**, **FASTEST**, o **NICEST**. Ambos constructores crean un objeto componente usando los parámetros especificados para el color intrínseco y el modelo de sombreado (en la mayoría de los casos **FASTEST** es también **SHADE\_FLAT**, y **NICEST** es también **SHADE\_GOURAUD**.) |

|  |
| --- |
| Métodos de **ColoringAttributes**  void setColor(Color3f color)  void setColor(float red, float green, float blue)  Ambos métodos especifican el color intrínseco.  void setShadeModel(int shadeModel)  donde **shadeModel** es uno de estos: **SHADE\_GOURAUD**, **SHADE\_FLAT**, **FASTEST**, o **NICEST**. Especifica el modelo de sombreado para renderizar primitivos. |

Como los colores también se pueden definir para cada vértice de un objeto **Geometry**, podría haber un confilcto con el cólor intrínseco definido por **ColoringAttributes**. En el caso de dicho conflicto, los colores definidos en el objeto **Geometry** sobreescriben al color intrínseco de **ColoringAttributes**. Si la iluminación está activada, también se ignora el color intrínseco de **ColoringAttributes**.

**TransparencyAttributes**

**TransparencyAttributes** maneja la transparencia de cualquier primitivo. setTransparency() define el valor de opacidad para el primitivo. setTransparencyMode() activa la transparencia y selecciona el tipo de rasterización usado para producir la transparencia.

|  |
| --- |
| Constructores de **TransparencyAttributes**  TransparencyAttributes()  Crea un objeto componente con el modo de transparencia de FASTEST.  TransparencyAttributes(int tMode, float tVal)  donde **tMode** es uno de **BLENDED**, **SCREEN\_DOOR**, **FASTEST**, **NICEST**, o **NONE**, y **tVal** especifica la opacidad del objeto (0.0 denota total opacidad y 1.0, total transparencia). Crea un objeto componente con el método especificado para la renderización de transparencia y el valor de opacidad de la apariencia del objeto. |

|  |
| --- |
| Métodos de **TransparencyAttributes**  void setTransparency(float tVal)  donde **tVal** especifca una opacidad de objeto donde (0.0 denota total opacidad y 1.0, total transparencia).  void setTransparencyMode(int tMode)  donde **tMode** (uno de **BLENDED**, **SCREEN\_DOOR**, **FASTEST**, **NICEST**, o **NONE**) especifica cómo se realiza la transparencia. |

**RenderingAttributes**

**RenderingAttributes** controla dos operaciones diferentes de renderizado pixel-a-pixel: el buffer de profundidad y el texteo alpha setDepthBufferEnable() y setDepthBufferWriteEnable() determinan si se usa y cómo se usa el buffer de profundidad para ocultar una superficie elininada. setAlphaTestValue() y setAlphaTestFunction() determinan si se usa y cómo la función alpha.

|  |
| --- |
| Constructores de **RenderingAttributes**  RenderingAttributes()  Crea un objeto componente que define estados de renderizado por-pixel con el buffer de profundidad activado y la función alpha desactivada.  RenderingAttributes(boolean depthBufferEnable,  boolean depthBufferWriteEnable,  float alphaTestValue, int alphaTestFunction)  donde **depthBufferEnable** activa y desactica las comparaciones del buffer de profundidad, **depthBufferWriteEnable** activa y desactiva la escritura en el buffer de profundidad, **alphaTestValue** se usa para comprobar contra una fuente de valores alpha entrantes, y **alphaTestFunction** es uno de **ALWAYS**, **NEVER**, **EQUAL**, **NOT\_EQUAL**, **LESS**, **LESS\_OR\_EQUAL**, **GREATER**, o **GREATER\_OR\_EQUAL**, lo que denota el tipo de prueba alpha activa. Crea un objeto componente que define los estados de renderizado para comparaciones del buffer de produndidad y pruebas alpha. |

|  |
| --- |
| Métodos de **RenderingAttributes**  void setDepthBufferEnable(boolean state)  activa y desactiva la prueba del buffer de profundidad.  void setDepthBufferWriteEnable(boolean state)  activa y desactiva la escritura en el buffer de seguridad.  void setAlphaTestValue(float value)  especifica el valor a usar en la prueba contra valores alpha entranres.  void setAlphaTestFunction(int function)  donde **function** es uno de: **ALWAYS**, **NEVER**, **EQUAL**, **NOT\_EQUAL**, **LESS**, **LESS\_OR\_EQUAL**, **GREATER**, o **GREATER\_OR\_EQUAL**, que denota el tipo de prueba alpha a realizar. Si la función es **ALWAYS** (por defecto), entonces la prueba alpha está efectivamente desactivada. |

**Atributos de Apariencia por Defecto**

El constructor de **Appearance** por defecto inicializa un objeto **Appearance** con todos los atributos seleccionados a **null**. La siguiente tabla lista los valores por defecto para dichos atributos con referencia **null**.

|  |  |
| --- | --- |
| color | white (1, 1, 1) |
| texture environment mode | TEXENV\_REPLACE |
| texture environment color | white (1, 1, 1) |
| depth test enable | true |
| shade model | SHADE\_GOURAUD |
| polygon mode | POLYGON\_FILL |
| transparency enable | false |
| transparency mode | FASTEST |
| cull face | CULL\_BACK |
| point size | 1.0 |
| line width | 1.0 |
| point antialiasing enable | false |
| line antialiasing enable | false |

**Ejemplo: Recortar la cara trasera**

Los Polígonos tienen dos caras. Para muchos objetos visuales, sólo se necesita renderizar una de las caras. Para reducir el poder de cálculo necesario para renderizar las superficies polígonales, el renderizador puede recortar las caras innecesarias. El comportamiento de recortado se define mediante el **PolygonAttribute** del componente **Appearance**. La cara frontal de un objeto es la cara cuyos vértices están definidos en orden contrario a las agujas del reloj.

[TwistStripApp.java](http://www.labvis.unam.mx/elio/J3D/.clases/geometry/TwistStripApp.java) crea un objeto visual (un tornado) que rota sobre su eje Y. Mientras el tornado rota, algunas partes parecen desaparecer. Las piezas desaparecidas se notan fácilmente en el Figura 2-22.

Realmente, **TwistStripApp** define dos objetos visuales, con la misma geometría - que un tornado. Uno de los objetos visuales se renderiza como un marco, y el otro como una superficie sólida. Como los dos objetos tienen la misma localización y orientación, el objeto visual marco sólo es visible cuando no se ve el objeto sólido.

![Figura 2-22, Un tornado con la cara trasera recortada.](data:image/png;base64,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)

La razón por la que desaparecen los polígonos es que se ha especificado el modelo de recortado, con su valor por defecto **CULL\_BACK**. Los tirángulos de la superficie desaparecen cuando su lado trasero (cara trasera) da hacia el plato de imagen. Esta característica permite al sistema de renderizado ignorar las superficies triangulares que no son necesarias, se quiera o no.

Sin embargo, algunas veces el recorte de la cara trasera es un problema, como en el **TwistStripApp**. El problema tiene una solución sencilla: desactivar el recortado. Para hacer esto, creamos un componente **Appearance** que referencie al componente **PolygonAttributes** que desactiva el recortado, como se ve en el fragmento de código 2-10.

**Framento de código 2-10, Desactivar el recortado de la cara trasera para el tornado**

1. PolygonAttributes polyAppear = new PolygonAttributes();

2. polyAppear.setCullFace(PolygonAttributes.CULL\_NONE);

3. Appearance twistAppear = new Appearance();

4. twistAppear.setPolygonAttributes(polyAppear);

5. // several lines later, after the twistStrip TriangleStripArray has

6. // been defined, create a Shape3D object with culling turned off

7. // in the Appearance bundle, and add the Shape3D to the scene graph

8. twistBG.addChild(new Shape3D(twistStrip, twistAppear));

En la Figura 2-23, la desactivación del recorte de las caras traseras realmente funciona. Ahora se renderizan todos los polígonos, no importa la dirección en la que se muestren.
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La cara frontal de un polígono es el lado en el que los vértices aparecen en orden contrario a las agujas del reloj. Está normalmente es referida como la "**Regla de la Mano Derecha**". La regla usada para derterminar la cara frontal de un marco geométrico (es dedir, triángulo, cuadrado) alterna cada elemento del marco. La figura 2-24 muestra ejemplos del uso de la regla de la mano derecha para determinar las caras frontales.
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